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Introduction

The heating and lighting systems in homes consume large amounts of energy [1] but are not of use for the often-lengthy periods that residents are away from their home [2]. Shutting these systems down manually every day is inconvenient for residence and will likely not be done [3]. The most common solution is programmable thermostats that allow users to manually enter periods when the heating system will turn off. However, only 45% of homes with these thermostats make use of them [4] as:

1. Having to constantly update them is inconvenient [5,6]
2. They result in users returning to a cold house if they arrive earlier than they are supposed to [7]

Newer solutions such as Nest and Honeywell's Wi-Fi Smart Thermostat solve the first problem by automatically learning the users schedule through monitoring their usage patterns but do not address the second [8,9]. Ecobee uses motion sensors to turn on the heat immediately when a user returns unexpectedly but the house will still be cold initially [10]. Honeywell’s Lyric thermostat can be set to automatically turn on the heating when you are within either 7miles or 500ft range [11], but while the first will rarely give sufficient time for the heating to return the second will rarely allow the temperature to be turned down for many users.

For this project, the team will design “Standby Home”, an android application that will use additional inputs such as GPS to solve this problem. It will both:

1. Automatically turning down the heating and lighting in the house as far as possible, without the need for any user input.
2. Do so without risking the user being inconvenienced or making them feel as if they have lost control.

These two objectives conflict as setting the temperature low enough to save energy will make it difficult to bring it back to room temperature before the user returns. Standby Home thus uses a Temperature Setting Algorithm to determine when it is safe to turn down the systems and by how much. It uses information such as the users location to estimate variables such as how far away from home they are, or how close to work they are, and in turn uses this information to set an appropriate temperature.
As well as through the algorithm, attempts were made to keep users happy by giving them very easy and accessible control over the systems, and insight into how the app is working. Together this maximizes the apps adoption by ensuring users see value in it and are not confused or frustrated by it.

2. Overall Design

The simplified block diagram below shows the main components of the app and its accompanying hardware. These components are described in more detail below.

1. Interface used to set the target temperature when the user gets home and current home temperature
2. Interface that allows users can manually turn on or off the lights.
3. Code that runs in the background and calculates the correct temperature and light setting based on inputs such as current location
4. Code used to gather location information. It includes GPS and Google Map.
5. Code that uses past temperatures to display temperature curve based on time
6. This communication protocol connects the mobile phone and arduino board
7. A programmable development board, used to simulate the house control system
8. Two physical lamps used to simulate the kitchen light, and the living room light
9. Separate app running on another phone that displays basic temperature information
3. Functionality Overview

3.1 Hardware

Hardware was used simulate the control system, lights and heating system, that the app would be connected to if implemented in a house. This section describes these components in detail.

Main App Connection

The app interacts with the hardware through an Arduino Yun board. This connection is facilitated by a router that is configured to assign a static IP address to the board’s MAC address and forward any requests to the board. Thus the board is globally accessible when connected to any publicly accessible network.

Arduino board

The software run on the Arduino board listens to and executes the http commands sent by the main app. In addition, it simulates the current temperature in the home by increasing or decreasing it at a fixed rate towards the temperature determined by the main app.

Lamps

The two standard lamps are used to simulate the lights in the home and are each connected to the Arduino board through a PowerSwitch, which has a relay circuit built-in. The PowerSwitch is
turned on by supplying a constant voltage to its “+” terminal through the output pins on the Arduino board, which in turn switches on the light.

**Thermostat App**

The thermostat app (see below) simulates a regular thermostat and displays the “thermostat” temperature (1) and current temperature (2). It is connected to the Arduino board in the same way as the main app and can receive the values of both the current and set temperature, as well as send back any changes made to the set temperature.

![Thermostat App Image]

**3.2 Temperature Setting Algorithm**

The Temperature Setting Algorithm determines how low a temperature it is safe to set and is a key part of the app (see introduction). The simplified overview diagram shown below shows the inputs (shown in orange) it uses to determine a number of parameters (grey), which eventually lead to a certain temperature being set as the output (yellow). To illustrate how this overview translates into the logic in the app, two examples of this are provided below.
Probability of being Stationary

Section of Overview Diagram

Detailed Diagram

<table>
<thead>
<tr>
<th>Constant</th>
<th>Current Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>0.2 km</td>
</tr>
<tr>
<td>C2</td>
<td>‘GPS Interval’</td>
</tr>
<tr>
<td>C3</td>
<td>0.01</td>
</tr>
</tbody>
</table>
**Probability of being Stationary**

Section of Overview Diagram

Detailed Diagram

<table>
<thead>
<tr>
<th>Constant</th>
<th>Current Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>500</td>
</tr>
<tr>
<td>C2</td>
<td>0.6</td>
</tr>
<tr>
<td>C3</td>
<td>50</td>
</tr>
</tbody>
</table>
3.3 Interface overview

The following section gives an overview of the interface and describes its functionality.

Temperature Tab

This allows the user to manual control the temperature and get insight into how it is currently behaving, thus minimizing their feeling of lost control. It is the first screen seen when opening the app. displays:

1. The “thermostat” temperature that the house should be at when the residents are at home and allows control over this

2. The current temperature along with its direction, both read from the Arduino board. This value determines the yellow bars height and moves with it.
3. Buttons that the user can select to inform the Temperature Setting Algorithm of their status. While the former will immediately begin increasing the temperature, the latter will usually allow a lower temperature to be set.
Information Panel

This panel gives further insight into how and why the temperature is changing. It is displayed by pressing the “i” icon in the temperature tab and displays the following text determined by the Temperature Setting Algorithm:

1. A description of the current temperature, its direction and the main reason for its direction

2. A list of the assumptions that the app is currently making

Info
The temperature is currently low and decreasing because you are at work.

Assumptions
You are currently at work
You are 1.2 km away from home
You will be away for more than 20 minutes
Lighting Tab

This tab allows easy control over the lights both to change which are turned on while at home and to override the automation. It displays:

1. The server address of the Arduino board (for debugging and would remove in final app)

2. A switch that will turn on and off all lights connected to the Arduino board

3. A list of lights that each can turn on and off a light connected to the Arduino board
Chart Panel

This tab gives the user insight into how the temperature has been set and encourages them to use less energy by showing savings information. It displays:

1. A line graph of temperature vs time generated from past data.Scrolling to the left on the graph reveals more data.

2. A bar graph of energy savings by hour.
Map Tab

This tab gives the user insight into how the temperature is set by showing how it changes based on location. It also allows them to check that their current, home and work locations are correct and adjust the current location if necessary. It displays:

1. Buttons which navigate to their respective locations

2. Points representing the 20 most recent locations the user has been, connected by lines and colour coded according to temperature (red high to green low). Tapping anywhere on the map changes the current location to that location

3. A marker for the current, home and work locations
Setting Tab

This tab allows the user to easily control and turn off the automation, ensuring that they retain a feeling of control. It displays:

1. “On/Off” button for heating and lighting that stops them from changing automatically.

2. Automation level which controls how aggressively low of a temperature the app will set (i.e. setting to caution would result in generally higher temperatures than aggressive).

3. Settings to turn on and off persistent notification showing temperature and enter the work and home locations. These features are not currently functional.
3.4 Uncompleted Features

A number of proposed features were not completed due to the time constraints of the project and the resulting need to focus on the app’s most important features:

- Calendar panel - this would allowed the user to select future dates that they were going to be away, making turning it off while on vacation easier.

- Settings – If fully implemented the last three items in the settings tab would allow the work and home locations to be inputted by the user and allow a persistent notifications showing the current temperature to be turned on, to keep them informed of changes in the app.

Several other parts of the app did not work when implemented:

- Incorrect assumptions – buttons on the information panel would have allowed the user to mark each assumption as false, in order to allow the algorithm to react accordingly. Feeding this information back into the algorithm proved to be too difficult, though this could have been possible had the algorithm code been designed to consider this from the start.

- Algorithm functioning close to home – it was hoped that by monitoring whether a user was staying in one place the algorithm could predict their intent with sufficient precision to allow temperature decreases even when close to home. Unfortunately, through testing it became apparent that it was almost never safe to reduce the temperature within 0.5km of home. This would result in less savings for users who frequently stay at places close the their home.

4. Lessons Learned

The following are the key lessons learned throughout this project:

- Priority should have been placed on completing interfaces such as the map view which could have made earlier testing of the Temperature Setting Algorithm greatly simplified. In future these interdependencies would be more carefully considered.
• The three members coded separately and only tested compiled versions of the app once per week. These long periods between integrated testing resulted in difficulty debugging every week and in future more frequent integration would be done.

• A number of times errors arose from different members having developed different understandings of how parts of the app should function. Clear documentation of each function would help ensure the teams understanding was consistent.

• With the limited timeline and resources available on the project completing all proposed functions proved to be challenging. In future the team would focus on the main aspect of the app, the temperature control, instead of also working on the lighting control.

6. Contribution by Group Members

This section outlines the contributions of each group member to the project.

L – Led work: took a leading role for this task and completed some if not all of the work
A – Assisted with work: contributed to the task and assisted person leading it

<table>
<thead>
<tr>
<th>Task</th>
<th>Ming Fei</th>
<th>Cole</th>
<th>Lin</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Design Work</strong></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Designing app and defining scope of functions</td>
<td>A</td>
<td>L</td>
<td>A</td>
</tr>
<tr>
<td>Creating mockups of app</td>
<td></td>
<td>L</td>
<td></td>
</tr>
<tr>
<td>Coordinating team and defining deliverables</td>
<td>A</td>
<td>L</td>
<td>A</td>
</tr>
<tr>
<td><strong>Hardware</strong></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Arduino board setup and configuration</td>
<td>L</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Router configuration and http protocol definition</td>
<td>L</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Arduino board programming</td>
<td>L</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Arduino board connection to other hardware</td>
<td>L</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Hardware to software integration</td>
<td>L</td>
<td></td>
<td>A</td>
</tr>
<tr>
<td>Coding thermostat application and linking to hardware</td>
<td>L</td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Temperature Setting Algorithm</strong></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Algorithm design</td>
<td>L</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Algorithm coding</td>
<td>L</td>
<td>Text</td>
<td></td>
</tr>
<tr>
<td>Testing and improvement</td>
<td>L</td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>General Coding</strong></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Initial coding of navigation</td>
<td></td>
<td></td>
<td>L</td>
</tr>
</tbody>
</table>
7. Apper Context

While the Apper was an industrial Engineering by training, their role for the past three years as a leading member of the Toronto Solar Decathlon Team was used as the original impetus for this project. The Decathlon team consists of students and faculty from four universities and colleges. Their goal is to design and build an innovative net-zero energy house to compete in the Solar Decathlon competition and they are currently in the process of developing the detailed design. The house will be a semi-automated smart home and as part of this the user will control the home via a mobile application. The app created in this course essentially acts as a prototype for this final app and has allowed some of its key features to be tested.
One of the most important contributions of this project is in providing a proof of concept for the automated home shutdown function and will likely result in the Decathlon Team choosing to include this as part of the final app they create. The current app will then be used as the start of future iterations, which will focus on other features such as control and informing users of their energy use in the home. The app can be used by the team, along with other aspects of the homes design, to market the house as a truly smart home that carefully balances automation and user experience.

Outside of the Decathlon project the success of this app also have repercussions for the smart-home industry at large. As the industry continues to grow in market, the inclusion of simple and effective ways to save energy will likely be increasingly important. If it functions correctly, as this project has shown that it can, the automated home shutdown feature has the potential to save a substantial amount of energy and is thus a prime addition to future smart-home systems.

8. Future Work

If this project is continued the functions described in the Uncompleted Functions section would first be added. Following this, the additional functions below would be added:

- Support for multiple users. This would allow all residents to control the systems through the app. While most of the work to enable this function is complete, minor adjustments and testing still need to be done.

- Work to connect the app to an actual control system in a house in order to conduct more thorough testing and potential pilot studies.

- Work to further improve the user interface with a particular focus on improving the readability of the charts, in order to ensure a positive user experience.

- Improve security of data transferred from the phone to the control system to ensure information such as the set temperature cannot be used to determine when the resident is away.
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