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Abstract

As the capacities of field-programmable gate arrays (FPGAs) and reconfigurable systems
grow, they will be used to implement much larger circuits than ever before. These larger cir-
cuits often require significant amounts of memory. Efficient architectural support for memory
in FPGAs and reconfigurable systems is, therefore, essential. Since circuits have widely varying
memory requirements, a key requirement of the memory architecture is that it be flexible enough
to accommodate different memory shapes (widths and depths) as well as allowing different num-
bers of independently-addressed user memories. In this paper, we describe a parameterized
family of such configurable memory architectures that can be used as a stand-alone memory or
embedded into an FPGA. This paper also examines the effects of varying various architectural

parameters on the device’s chip area, access time, and overall flexibility.
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I. INTRODUCTION

With recent dramatic improvements in integrated circuit technology, more transistors than
ever are available to IC designers. The impact of improving process technology is very evident
in the evolution of field-programmable gate arrays (FPGAs) and FPGA-based reconfigurable
systems (boards and multi-chip modules). In the past, such systems have been primarily used to
implement small logic subcircuits, but as these devices grow, FPGAs and reconfigurable systems
are being used to implement much larger circuits. An important difference between these larger
circuits and the smaller subcircuits that have traditionally been implemented on reconfigurable
devices is that the larger circuits often contain significant amounts of memory. This means that
efficient architectural support for memory in next-generation FPGAs and FPGA-based systems
is critical.

A key requirement of this memory support is the ability to accommodate various numbers,
sizes, and shapes of memories. Table I shows several large example circuits. We refer to the
memory requirements of a circuit as that circuit’s user memory configuration. A single memory
within a user memory configuration is referred to as a user memory. As the table indicates, each
application requires a different number of memories, and the memories have different widths and
depths.

In this paper, we describe an architecture for field-configurable memory that is flexible enough
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TABLE 1

EXAMPLE SYSTEMS.

System User Memory Configuration
Viterbi decoder three 28x16, one 28x3
Graphics Chip eight 128x22, two 16x27
Neural Networks Chip 16x80, 16x16

Translation Lookaside Buffer | two 256x69, 16x18

Fast Divider 2048x56, 4096x12 (ROM)

Communications Chip #1 two 1620x3, two 168x12, two 366x11

Communications Chip #2 six 88x8, one 64x24

Communications Chip #3 one 192x12

to implement the storage requirements of a wide variety of such circuits. Such an architecture
can be used in two ways. First, it can be used as a stand-alone device, in which the memory
pins are connected directly to I/O pads. Such a chip would be valuable in reconfigurable systems
consisting of FPGAs, memory devices, and interconnect [1], [2], [3], [4], [5]. These systems have
been used to achieve significant speedups in many compute-intensive applications (compared
to software implementations), as well as being used as an efficient medium for logic emulation.
In many of these systems, user memories are packed into standard off-the-shelf memory chips.
These user memories typically have a different size or aspect ratio than the physical memory
devices. When this happens, either memory is wasted, or the user memories must be time-
multiplexed onto the memory chips [6]. By providing memory resources that can better adapt

to the requirements of circuits, more efficient circuit implementations are possible.

There are similarities between our architecture and a general-purpose CPU memory system
that can provide byte, word, or long-word data to a CPU depending on the type of memory
access being performed. The CPU sees a single bank of memory that is either 8 bits, 16 bits, or
some other width. There are two significant differences between this and a memory required in
a reconfigurable system. First, as evidenced in Table I, the memories in application circuits tend
to require many widths besides the traditional powers-of-two. The architecture presented in this

paper can match the memory widths of user memories much better than can a CPU memory
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system. Second, user applications often require separate banks of memory that must be accessed
simultaneously. If a single large memory is used, only one access can be satisfied at a time, often
leading to significant performance degradation. In our architecture, many user memories can be
implemented, and these user memories can be accessed simultaneously.

The architecture presented in this paper can also be embedded into an FPGA to provide on-
chip configurable memory. On-chip memory has a number of advantages over off-chip memory:
it reduces the system cost by decreasing the number of chips required to fully implement a
system, it often allows for faster clock rates since external pins (and board-level traces) need not
be driven with each memory access, and it frees I/O pins that would otherwise be devoted to
address and data connections. FPGAs with significant amounts of on-chip memory are available
from several vendors. The Altera FLEX 10K architecture contains between three and twelve
embedded array blocks, each of which contains a 2Kbit array [7]. Other FPGAs with on-chip
memory include the Actel SPGA, the Actel 3200DX, the Xilinx 4000 family of devices, and the
Lucent Technologies ORCA FPGAs [8], [9], [10], [L1]. There has been little published work that
compares and evaluates configurable memory architectures. The extension of the architecture
described in this paper to on-chip applications is discussed in [12], [13].

In [14], a specific architecture for a field-configurable memory was proposed and its implemen-
tation was described. In this paper, we identify the architectural parameters of that device, and
explore their effects on the chip area, access time, and the ability of the device to implement

different user memories. This paper significantly extends the analysis given in [15].

II. CONFIGURABLE MEMORY ARCHITECTURE FAMILY

The configurable memory of [14] consists of four arrays, each with a configurable aspect ratio,
that can be programmably connected together. Fig. 1 illustrates a generalization of that archi-
tecture consisting of B bits divided among N identical memory arrays, each with a single data
port. The ability to implement many different numbers and shapes of user memories is achieved
in two ways: by allowing the user to configure the effective data width of each array (trading
width for depth), and by allowing the user to combine arrays to implement larger memories.

The ability to configure the effective data width of each array is provided by the L1 data
mapping blocks. Each array has an associated L1 data mapping block, and each can be configured
independently. Section II-A describes this mapping block in more detail.

The ability to combine arrays to implement larger memories is provided by the L2 data and
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address mapping blocks. These blocks programmably connect arrays to each other and to the
external bidirectional data and unidirectional address buses. These buses are of a fixed width,
and are connected directly to I/O pads. The user can access memory only through these buses.
We assume that a single bus can be used for only one user memory at a time, meaning that if a
memory does not use the entire bus, the rest is wasted. This assumption simplifies the design of
the L2 data mapping and address mapping blocks; the structure of these blocks is the focus of
Section II-B.

The parameters used to characterize each member of this architectural family are summarized
in Table II. For an architecture with a given number of bits, B, there are many choices for
the number of arrays (N ), the number of external data and address buses (M and @), and the
nominal and set of allowable effective data widths (Wnom and W, ). Each of these parameters
affects the speed and area of the device, as well as its ability to implement different user memory
configurations. As an example, an architecture with more, smaller arrays (higher V), will suffer
in terms of area and speed due to the array and mapping block overhead, when compared to
an architecture with fewer, larger arrays (lower N). The former architecture, however, will be
more flexible, since the number of ways in which the arrays can be combined to implement user
memories is greater. Similar tradeoffs exist for the other parameters. All of these tradeoffs must
be considered when designing a configurable memory. In Section IV we vary these parameters
and measure the effects on area, speed, and flexibility of the device. In the remainder of this
section, we describe the details of the general architecture of Fig. 1.

Note that we assume the data lines are bidirectional. Therefore, the architecture can be used
to implement either RAM’s or ROM’s. If the device is used to implement a ROM, the data pins

are only used as inputs.

A. L1 Data Mapping Block

Each of the N arrays has a nominal width of Wnom and depth of B/(NWnom). As indicated
above, the user can configure the effective data width of each array independently using an L1
data mapping block (there is one L1 data mapping block per array). The mapping block consists
of a grid of programmable switches, as shown in Fig. 2(a). Each switch, indicated by a circle
in the diagram, programmably connects a vertical track (data line from the memory array) to a
horizontal track (data line from the L2 data mapping block).

Note that not every intersection in Fig. 2 contains a switch. The switch pattern determines
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M external data buses (width of each bus = Wnom)
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L2 Data Mapping Block
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Array Array Array
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lines
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Q external address buses (width=log, B)
Fig. 1. General architecture for a stand-alone configurable memory.

the capability of the L1 data mapping block. In the example, the switch pattern is sufficient to
allow the user to configure the array to be one of %Xl, %XQ, %Xél, or %XS. Fig. 2(b) shows
two sets of switches, A and B, that are used to implement the %Xll configuration. One of the
memory address bits is used to determine which set of switches, A or B, is turned on. Each set
of switches connects a different portion of the memory array to the bottom four data lines.

The mapping block in this example is capable of implementing all power-of-two widths between

1 and Wnom. In general, the L1 data mapping block capability is quantified by the parameter
W,

e
between W and the switch pattern is as follows. The set of horizontal tracks to which each

(; this parameter indicates the set of allowable data widths for each array. The relationship

vertical track ¢ can be connected is:
T() ={imodj : je W} (1)

Each of the possible connections represents one programmable switch.
By removing every second switch along the bottom row of the block in Fig. 2(a), a faster
and smaller mapping block could be obtained. The resulting mapping block would only be able

to provide an effective data width of 2, 4, or 8 (W,

off = 12,4,8}), however, meaning that the

resulting architecture would be less flexible. The impact of removing L1 data mapping block
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TABLE 11

ARCHITECTURAL PARAMETERS.

Parameter | Meaning
B Total bits
N Number of arrays
M Number of external data buses
Q Number of external address buses
Whom Nominal data width of each array
Weg Set of allowable effective data widths of each array
L1 Data
Mapping
e _.!./.Blo.c;l_{_ . A
3 ' |
, e 5
L2 data : L2 data Ji I ] ,/
mapping | - mapping pi
block block 1111 %1 44 data
; ﬁ T_F lines
|—| memory array |—| memory array
(8 data lines) (8 data lines)
a) example with Wnom=38 b) 4 bit output configuration

Fig. 2. L1 data mapping block.

switches on area, speed, and flexibility will be examined in Section IV-B.

Note that we have only considered widths that are a power-of-two. It is very difficult to create
an L1 mapping block in which the number of data lines incident to each array is not a multiple of
all the allowable effective widths. In general, however, this is not necessary. As will be explained
below, arrays can often be combined to implement larger memories; when arrays are combined,
odd data widths can be created. For example, a user memory that is three bits wide can be
created by combining three arrays, each configured as “x1”. Alternatively, a three bit wide
memory can be implemented by using a single array in the “x4” mode; in this case, one bit per

word is wasted.
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External data buses (4 buses, each 8 bits External data bus for External data bus for
wide, gives a 32I bit wide m(lemory) 24576x1 logical memory 2048x4 logical memory

1 1
L2 Data mappinglblock

L2 Data Mapping Block

I effective data effective data
width =1 width = 4

L1 L1 L1 L1

: : : : IENENER e

| | | |
1024x8 | | 1024x8 | | 1024x8 | | 1024x8 | 1024x8 | 1024x8 | 1024x8 | 1024x8
| | | |
| | | | | | |
Address Mapping Block Address Mapping Block
External address bus External address bus
External address bus for 24576x1 logical memory for 2048x4 logical memory
a) 1024x32 b) 24Kx1 and 2048x4

Fig. 3. Two example mappings.

B. L2 Data Mapping Block and Address Mapping Block

Memory flexibility is also obtained by allowing the user to combine arrays to implement larger
memories. Fig. 3(a) shows how four 1024x8 arrays can be combined to implement a 1024x32 user
memory. In this case, a single external address bus is connected to each array, while the data
bus from each array is connected to separate external data buses (giving a 32-bit data width).
Each L1 data mapping block connects 8 array data lines directly to the 8 L1 outputs.

Fig. 3(b) shows how this architecture can be used to implement a configuration containing two
user memories: one 24Kx1 and one 2048x4. The three arrays implementing the 24Kx1 memory
are each configured as 8192x1 using the L1 data mapping block, and each data line is multiplexed
to a single external data line using pass transistors. Two address bits control the pass transistors;
the value of these address bits determine which array drives (or is driven by) the external data
line. The 2048x4 memory can be implemented using the remaining array, with the L1 block
configured in the “by 4” mode.

The extent to which arrays can be combined depends on the flexibility of the L2 data and
address mapping blocks. The address mapping block must be flexible enough that each array
that is used in a single user memory can be connected to the same external address bus. The L2

data mapping block must be flexible enough to combine arrays in two ways:

1. Arrays can be combined “horizontally” to implement wider user memories. In this case,
each array must be connected to its own external data bus. An example of this is shown in

Fig. 3(a).



WILTON, ROSE, VRANESIC: STAND-ALONE FIELD-CONFIGURABLE MEMORY ARCHITECTURES 9

n arrays external
data
buses

external
address
buses
n L1 blocks
and arrays
a) address mapping block b) L2 data mapping block
width of each bus = log,b width of each bus=w

Fig. 4. Level 2 data and address mapping block topology (N = M = @ = 8).

2. Arrays can be combined “vertically” to implement a deeper user memory. In this case, the
data buses of all arrays that implement this user memory must be multiplexed onto a single
external data bus. An example of this is shown in Fig. 3(b).

Of course, some user memories can be implemented by combining arrays both horizontally and

vertically.

The topology of the switches in the L2 data mapping block and the address mapping block
determines the flexibility of these blocks. If both of these mapping blocks are fully populated,
meaning any external bus (both address and data) can be connected to any array, a very flexible
architecture would result. Unfortunately, the switches take chip area and add capacitance to the
routing lines, resulting in a larger and slower device than is necessary. The switch topologies
shown in Fig. 4 provide a compromise between speed and flexibility. In this figure, each dot
represents a set of switches controlled by a single programming bit, one switch for each bit in
the bus (Wnom in the L2 data mapping block and [log,B] in the address mapping block). This
pattern is similar to that of the L1 data mapping block described by Equation 1. In the L2 data

mapping block, the set of buses to which array ¢ can be connected (0 < ¢ < N) is:
B(i) = {imod 2/ : 0 < j <log,M} (2)

The pattern in the address mapping block is the same with M replaced by ¢. Although in the
examples of Fig. 4, M = Q = N, the same formula applies for non-square mapping blocks. Note
that this equation assumes that M and () are powers of two, which is the case in all architectures
considered in this paper. In Sections IV-D and V, this mapping block topology will be compared
to other possible patterns.

Fig. 5 shows how a mapping block defined by Equation 2 with N = M = ¢) = 4 can be used
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[ used bus segment

®  used switch

X unused switch

L2 Data Mapping Block L2 Data Mapping Block
- -
data data 1 i *

(32 bits) =

data 0 <> B

Arrays and Arrays and

L1 Mapping L1 Mapping

Blocks Blocks
address —a address 0 —a

address 1~

Address Mapping Block Address Mapping Block

a) 1024x32 b) 24Kx1 and 2048x4

Fig. 5. Implementation of two examples in Fig. 3.

to perform the connections required in the examples of Fig. 3.

It is important to note that all the bits of a bus are routed as a unit through the L2 data
and address mapping blocks. Thus, a single programming bit can be used to control each set
of Wnom switches in the L2 data mapping block and [logaB] switches in the address mapping
block. This results in a significant savings in area (compared to a device in which each switch
has its own programming bit), but reduces the flexibility of the architecture. In the example of
Fig. 5(b), only one bit of the bottom data bus is used; the others are wasted and can not be used
for other user memories.

In addition to address and data lines, write enable signals are required for each array. The
write enable lines can be switched in the L2 mapping block just as the data lines are. In order
to correctly update arrays for effective widths less than the nominal width, we assume that the
arrays are such that each column in the array can be selectively enabled. The address bits used

to control the L1 mapping block can be used to select which array column(s) are updated [14].

C. Wide Mapping Blocks

For architectures with N > 8, the horizontal buses become heavily loaded and will begin to
dominate the memory access time. To reduce this effect, the two-stage structure shown in Fig. 6
is assumed for wide mapping blocks. This diagram shows the address mapping block; the L2
data mapping block is similar, with each inverter replaced by the bidirectional driver in Fig. 7.
The optimal number of sub-buses that each bus should be broken into depends on the width of

the original mapping block.
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8 arrays 8 arrays

Z&Z&z& AZ&Z&

4 external | |
address
buses

Fig. 6. Two-stage address mapping block.

}_
_{

Fig. 7. Bi-directional switches in two-stage L2 data-mapping block.

III. EXPERIMENTAL METHODOLOGY

The configurable memory architecture described in the last section forms the framework for
a very flexible memory that can be used in a wide variety of applications. In order to create
a good configurable memory, however, it is crucial to understand how each of the architectural
parameters in Table II affects the chip area, memory access time, and overall device flexibility.
In the remainder of this paper, we explore these tradeoffs by varying the array size, data bus
width, and the L1 and L2 mapping block structures.

Fig. 8 illustrates the experimental methodology employed. For each architecture under study,
we attempt to “implement” many user memory configurations using custom CAD algorithms.
Each of these implementation attempts either succeeds or fails; we count the number of failures
and use the count as a flexibility metric. The architecture with the fewest failures is deemed the
most flexible. In addition to the flexibility results, we also obtain and compare area and access
time estimates for each architecture using detailed analytical models.

The source of the benchmark memory configurations, the CAD algorithms, and the analytical

models are discussed below; more details can be found in [12].

A. Source of Benchmark User Memory Configurations

In order to obtain meaningful results, it is important that we use enough benchmark circuits

to thoroughly exercise each architecture. In FPGA architectural studies, it is common to use 5
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Fig. 8. Methodology for stand-alone memory experiments.

to 20 “real” circuits as benchmarks [16], [17], [18], [19], [20]. This works well for these studies;
since each of these circuits contains hundreds (or thousands) of logic blocks, we can be confident
that the architecture under study is thoroughly exercised using only a few circuits. Most memory
circuits, however, only contain a few user memories. Thus, to thoroughly exercise a configurable
memory architecture, we need hundreds (or thousands) of benchmark circuits to achieve the
same level of confidence.

Unfortunately, we were unable to gather such a large number of complete circuits. Instead,
we generated them stochastically. We have developed a circuit generator that stochastically
creates realistic benchmark circuits; we extracted the memory configurations from the circuits,
and used them as benchmark configurations in our experiments. Although stochastic circuit
generators have been used and described elsewhere [21], [22], ours is the first that generates
circuits containing both logic and memory.

It is crucial that the generated memory configurations are realistic. We ensure this by basing
the generator on the results of a detailed circuit analysis. The next subsection briefly outlines
the analysis, while the following subsection describes how we use the analysis results to ensure
our stochastically generated memory configurations are realistic. A full explanation of both the

analysis and generation is given in [12].

A.1 Structural Analysis of Circuits with Memory

This analysis is based on 171 circuits containing a total of 268 user memories. Data regarding
these circuits was obtained from several sources: recent conference proceedings, recent journal
articles, local designers at the University of Toronto, a major telecommunications company, and

a customer study conducted by Altera [23]. All circuits contributed equally to the gathered data.
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Fig. 9. Distributions of user memory widths and depths.

Although we were unable to obtain netlists for the circuits, we could gather several key memory
parameters.

As an example of the data gathered during the analysis, Fig. 9 shows the width and depth
profiles of the user memories in our sample circuits. As the graphs show, the proportion of
memories with depths in each power-of-two-interval between 8 and 2048 is roughly constant,
while the memory width distribution peaks at about 8, and falls off quickly below 8 and above
16. Another interesting measurement not reflected on the graph is that in 69% of the widths
and 74% of depths are a power of two.

In the same way, results were obtained regarding the number of memories in each circuit, and
correlations between memory parameters among the memories of each circuit. We also gathered
information about how the memories were connected to logic, but this information was not
required for the study presented in this paper.

One item we were not able to consider was the temporal behavior of the memory access
patterns. In many circuits, not every memory must be accessed every clock cycle. In such
circuits, efficient implementations are possible by time-multiplexing the pins and/or arrays onto
the physical resources. Unfortunately, we did not have this temporal information for any of our

circuits. The extension of the results along this dimension is an area of future work.

A.2 Circuit Generation

In order to ensure that the circuits from the circuit generator are realistic, we closely based the

generation on the results of the circuit analysis. The distributions in Fig. 9, along distributions
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regarding the number of memories in circuits and correlations between memory parameters within
circuits, were used as probability distributions during the generation. This means that, for
example, most circuits contain memories of widths between 8 and 16, but there is a small
probability of generating a circuit that uses wider or narrower memories. The algorithm for

choosing the memory parameters is described in detail in [12].

B. CAD Algorithms

Implementing a user memory configuration on a physical configurable memory architecture
requires the following steps:
logical-to-physical mapping: mapping the user memory configuration to a “netlist” of arrays,
and determining the aspect ratio of each array. A valid netlist contains at most N arrays
and requires at most M data buses and () address buses. If such a netlist can not be found,
the user memory configuration can not be implemented using the given architecture.
placement and routing: assigning physical arrays to implement each array in the netlist, and
connecting the physical arrays to the external buses using the mapping blocks.
Heuristic algorithms that provide near-optimal solutions to both of the above problems were

developed and are described below. For more details, see [12].

B.1 Logical-to-Physical Mapping

The goal of the logical-to-physical mapping algorithm is to map the user memory configuration
to a “netlist” of arrays, and to determine the aspect ratio of each array. In our heuristic algo-
rithm, we only search for solutions in which all arrays making up a single user memory use the
same aspect ratio. For each user memory, we consider all possible aspect ratios and calculate the
number of arrays, data buses, and address buses required. These leads to up to |wg| possible
implementations of each user memory. Then, by considering all user memories in the configura-
tion simultaneously, we find an implementation of the entire configuration that requires a total of
N or fewer arrays, M or fewer data buses, and ) or fewer address buses. In the worst case, this
would require checking |weﬂr|N combinations, but in practice, most potential implementations
for each user memory can be eliminated without considering the other user memories.

Occasionally, more than one valid solution is found. Without information regarding the lo-
cation of the switches in the L2 data mapping block and the address mapping block, it is

impossible to ascertain which of the valid solutions (if any) will result in a successful place-



WILTON, ROSE, VRANESIC: STAND-ALONE FIELD-CONFIGURABLE MEMORY ARCHITECTURES 15

ment/routing. To avoid making an arbitrary decision at this point, all valid solutions are passed
to the placer/router. The placer/router is then free to use which ever logical-to-physical mapping
results in a successful place and route. This is in contrast to most technology mapping algorithms

for logic circuits, in which only one valid mapping is passed to the placer/router.

B.2 Placement and Routing

The purpose of the place and route algorithm is to assign physical arrays to implement each
array in the netlist, and to connect the physical arrays to the external buses using the mapping
blocks. Although any solution to the logical-to-physical mapping algorithm is guaranteed to use
N or fewer arrays, M or fewer data buses, and ) or fewer address buses, there is no guarantee
that the solution(s) found from the previous stage will be routable because of the limited mapping
block flexibility. The limited mapping block flexibility also, in many cases, dictates the placement
of the memory arrays and the assignment of the external buses. Thus, it is essential to perform
the placement and routing tasks simultaneously.

Consider an exhaustive algorithm which considers all combinations of array placement and
external bus assignment. For each combination, the algorithm would determine whether the
mapping blocks are capable of making the required connections. Such an algorithm is infeasible
for large architectures; the worst-case complexity is O(N!x M!x Q!).

Instead, we have created a heuristic algorithm, which processes each user memory sequentially,
beginning with the one that requires the fewest number of arrays. This arrays implementing this
memory are placed in such a way that they can be connected to the least flexible available
address and data buses. This is repeated for each user memory, until either all memories have
been placed (success) or until an array can not be connected to the required number of external
buses (failure). In [12], the performance of this heuristic is compared to that of the exhaustive
algorithm; for only 0.35% of the test cases did the exhaustive algorithm find a solution that the

heuristic algorithm missed.

C. Area and Access Time Models

To perform meaningful area and access time comparisons, we used detailed analytical models.
The access time model, which was modified from a detailed cache access time model [24], is used
to estimate the read access time of the memory. The read access time includes the delay of the

address mapping block, the delay of the memory array, and the delay of the data mapping block.
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Note that, in our architecture, some of the address lines are decoded and used to drive switches
in the data block. We assume that the delay of these decoders is less than the delay of the actual
memory array itself. Thus, by the time the data has been read from the memory, and is available
at the sense amps, the switches in the data mapping block have settled.

The array delay model contains terms for the delays due to the decoder, word lines, bit lines,
column multiplexors, and sense amplifiers. The networks in the mapping blocks were modeled
using RC-based techniques from [25]. The number of switches encountered in the mapping blocks
is different for each external bus; this potentially causes skew between the paths into and out of
memory. For each memory implementation, we find the delay of the longest path through the
mapping blocks, and use them when calculating the memory access time.

In our model, we assume a logic 0.8um CMOS process. Clearly, the delays would be different
for different processes; in more advanced processes, a higher proportion of the overall delay is
likely to be attributed to the mapping blocks (because of the long wires in these blocks). We
have also assumed specific driver sizes in the mapping blocks; the driver sizes were chosen to give
reasonable delays across the range of mapping block sizes. If these driver sizes were to change,
however, the delay of the mapping blocks would change as well. The effects of varying these
technology parameters is an area of future work.

The area model was based on measurements obtained from a configurable memory implemen-
tation [14]. To obtain a degree of process independence, area measurements are given in memory
bit equivalents or mbe’s; one mbe is equal to the size of one memory cell in an SRAM array (1
mbe = 0.6 the in [26] ~ 250um? in a 0.8um CMOS process).

Both the area and access time models are described in more detail in [12].

IV. EXPERIMENTAL RESULTS

In order to create a flexible but efficient configurable memory architecture, it is vital to under-
stand how the architectural parameters from Table II affect the flexibility, access time, and chip
area of the resulting device. This section presents experimental results that give insight to the
effects of these parameters.

In our experiments, we concentrate on two architectures; the nominal parameter values for
these architectures are shown in Table III. The nominal switch patterns for the L2 data and
address mapping blocks are given by Equation 2. In the following subsections, we vary the

number of arrays (/V), the capability of the L1 mapping block (W), the number of data buses
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TABLE III

NOMINAL PARAMETER VALUES FOR EXPERIMENTAL ARCHITECTURES.

Parameter Value Parameter Value
B 8Kbits B 64Kbits
N 8 N 16
M 4 M 8
Q 4 Q 8
Weg {1,2,4,8} Wegr {1,2,4,8,16}
a) Architecture 1 b) Architecture 2

(M), and the L2 mapping block switch patterns, and examine the effects on the device area,

speed, and flexibility.

A. Number of Basic Arrays

One of the key architectural parameters is the number of arrays, N. This subsection examines
the impact of changing N while keeping the total number of bits constant.

The motivation for increasing N is flexibility. Since each array can be connected to at most
one address bus at a time, it can only be used to implement one user memory. If a user memory
does not use the entire array, the remaining bits are wasted. This is especially a problem when
implementing configurations with many small user memories. As an example, an architecture
with four 1-Kbit arrays can implement at most four user memories, no matter how small they
are. An architecture with eight 512-bit arrays, however, can implement configurations with up
to eight user memories if there are sufficient data buses.

We explored the flexibility as a function of N for the two architectures. As shown in Table III,
the first contains 8 Kbits of memory and four address and data buses, while the second contains
64 Kbits of memory and eight address and data buses. In each case, N was varied from its
minimum value (it does not make sense to have N < @) to 64. We stochastically generated
100,000 user memory configurations, and used the CAD tools to attempt to map each memory
configuration to each architecture. Fig. 10 shows plots of the proportion of the configurations
that could not be implemented using each architecture as a function of N. In each graph, the
configurations that could not be mapped are broken into three categories:

1. The lower dashed line indicates the mapping attempts that failed because the logical-to-
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physical mapper could not find a mapping using N or fewer arrays.

2. The distance between the dashed and dotted lines indicates the configurations for which
the logical-to-physical mapper could not find a mapping requiring M or fewer external data
buses.

3. The distance between the dotted line and the solid line indicates the configurations that
failed in the placer/router stage; that is, the switches in the L2 mapping block and address

mapping blocks were not suflicient to perform the required mapping connections.

Configurations that fail for more than one of the above reasons are classified into the first

appropriate failure category.

As the two graphs show, for low values of N, the predominant cause of failures is that the
logical-to-physical mapper can not find a mapping requiring N or fewer arrays. As N increases,
the blame shifts to an insufficient number of external data buses or an insufficient number of
switches in the mapping blocks. The total number of failures, however, drops as N increases.
For the first architecture, the number of failures is reduced by 28% over the range of the graph,

while for the second architecture, the number of failures is reduced by 22%.

Fig. 11 shows how the memory access time is affected by N for the same two architectures.
The access time is broken into two components: the array access time and the delay due to the
mapping blocks. For each value of N we tested both one and two level mapping blocks; for the
two level blocks we varied the number of sub-buses in the lower level. The mapping block that

resulted in the minimum access time was chosen.

e all fail
T all failures 40%- alures
12% = .
10% 30%-|
. ‘ N
Proportion 8% N |nsuff|C|entbuses Proportion N
Failed 6% | N Failed 20%+ \\\ insufficient buses”
4% - i G \\\ insufficient arrays™ -
0 insufficient arrays . 10% ay ~
2% | - -
0% - 0% -
T T T T T T T T T
4 8 16 32 64 8 16 32 64
Number of arrays Number of arrays
a) B=8K,M=Q = 4’Weff: {1,2,4,8} by B=64K,M =Q = S,Weff: {1,2,4,8,16}

Fig. 10. Number of failures as a function of number of arrays (V).
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Fig. 11. Access time as a function of number of blocks (N).
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Fig. 12. Chip area as a function of number of arrays (N).

As N increases, each array gets smaller; these smaller arrays have lower access times as shown
by the dotted lines in Fig. 11. This is overshadowed, however, by an increase in the delay due to
the mapping blocks; as N increases, these mapping blocks get larger, causing the overall access
time to increase. For the smaller architecture, the access time increases by about 38% over this

range, while for the larger architecture, it increases by about 24%.

Finally, Fig. 12 shows the chip area required by each architecture as a function of N, again
broken into two components: the area of the arrays (along with their support circuitry) and the
area due to the mapping blocks. As N increases, the arrays get smaller, meaning the overhead

due to the array support circuitry increases. The mapping blocks also get larger as N increases.
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Fig. 13. Number of failures as a function of L1 mapping block capability.

Combining the access time, area, and flexibility results, a good choice for the smaller architec-
ture is approximately N = 8 or N = 16, while for the second architecture, N should be slightly
larger. Intuitively, the optimum choice for N depends heavily on the number of address buses,
since the number of address buses dictates the maximum number of user memories that can be
implemented on the architecture, which in turn, influences the number of arrays required. Thus,
we would expect that if the number of address buses is increased beyond 8, the optimum number

of arrays would increase as well.

B. L1 Mapping Block Capability

The effective data width of each array can be set by configuring the L1 data mapping blocks. In

the previous set of results, it was assumed that the set of effective output widths, W,

off» consisted

of all powers-of-two between 1 and the nominal array width Wnom. Section II-A discussed how
a faster, but less flexible architecture could be obtained by removing some of the capability of
the L1 data mapping block. In this section, we investigate the effects of changing the minimum

effective data width (smallest value of W).

Intuitively, the higher the minimum data width, the less flexible the L1 mapping block, and
hence, the less flexible the architecture. As shown in Fig. 13, this is indeed the case; decreasing
the L1 block flexibility causes the logical-to-physical mapper to fail more often. The difference is
more noticeable in the smaller architecture. Recall that we are only including configurations that
use between 75% and 100% of the available bits; configurations aimed at the larger architecture

are more likely to have wide data widths, meaning an L1 block that can be configured in the “by
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Fig. 14. Access time as a function of L1 mapping block capability.
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Fig. 15. Chip area as a function of L1 mapping block capability.

1”7 or “by 2” configuration is less important.

Figs. 14 and 15 show that the speed and area benefit of the simpler L1 mapping blocks is small.
For both architectures, the access time of a memory employing the least flexible L1 mapping
block is only 10% less than that for a memory employing the most flexible mapping block. The
area requirements of a memory with the least flexible mapping block are only 6% and 7% less
than if the most flexible block was used for the two architectures considered. Thus, we conclude

that, especially for small architectures, a flexible L1 mapping block is most appropriate.

C. Data Bus Granularity

In Section IV-A, the number of failures due to insufficient arrays was reduced by increasing
the array granularity (creating more, but smaller, arrays). Unfortunately, most of the gain was

lost because the architecture did not contain enough external data buses. In this section, we
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Fig. 16. Failures as a function of data bus width: B = 64K, N = 16, 128 data pins.

vary the number of external data buses in an attempt to reduce this effect.

In order to perform fair comparisons, we fix the total number of data pins. In the results in
this section, there are 128 data pins; we examine architectures in which these 128 pins are broken
into 2, 4, 8, and 16 buses (of 64, 32, 16, and 8 bits respectively). In order to concentrate on the
data bus effects, we fix the number of arrays at 16 (each containing 4 Kbits) and the number of

address buses at 8 (this is the second architecture from Table III).

Fig. 16 shows the failure rates for the three architectures. As the number of data buses is
increased, the failures due to insufficient buses is reduced, as expected. This is offset, however,
by an increase in the number of failures due to insufficient arrays. The increase in failures due to
insufficient arrays is because as the data width decreases, each array becomes less capable, and
thus, more of them are needed to implement wider user memories. For example, in the 16-bus
architecture, each bus is only 8 bits wide. This means that the maximum data width (highest
value in W), and hence the maximum number of data bits that can be extracted from each
array, is 8. Thus, a 32-bit wide user memory will require at least four arrays, regardless of the
memory’s depth. This is in contrast to the 4-bus architecture, in which 32 bits can be extracted
from each array. The same wide user memory on this architecture would require only one array
(as long as the depth is less than 128). Overall, the number of failures drops by 29% over the
range of the graph.

Fig. 17 shows the area and delay results for the same set of architectures. There is an area
advantage for architectures with more buses; a narrower bus means fewer sense amplifiers are

required in each array. A narrower bus also means a less complex L1 mapping block. These two
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Fig. 17. Delay/area as a function of data bus width: B = 64K, N = 16, 128 data pins.

factors offset the fact that the architectures with more external data buses have more complex
L2 mapping blocks. Over the range of the graph, the access time drops 16% and the area drops

34%. Thus, we conclude that, in this architecture, either 8 or 16 data buses is the best choice.

D. L2 Switch Palterns

Until now, all results have assumed that the L2 mapping block and address mapping block
employ the switch pattern defined by Equation 2. In this section, we compare this pattern to
three other patterns; the four patterns are shown in Fig. 18. For each pattern, an equation giving
the set of buses to which each array can connect is also given. Intuitively, the more switches
within the mapping blocks, the more flexible the overall architecture will be, but at the expense
of slower user memory implementations and more chip area.

Table IV shows the flexibility, delay, and area results for the smaller architecture (eight 1-
Kbit arrays and four address and data buses). The column labeled “P&R Failures” shows
the proportion of all configurations that failed during the place-and-route algorithm (clearly, the
switch pattern has no effect on the logical-to-physical mapper, so configurations that failed during
that phase are not included in the table). Pattern 1 does not provide sufficient flexibility; 85%
of the configurations could not be mapped. Pattern 2, which is the pattern assumed in all other
results in this section, can be used to implement all but 7.8% of the configurations. The area and
delay penalties when moving from pattern 2 to 3 are small (0.3% and 0.7% respectively). With
pattern 3, however, every configuration could be mapped. Thus, for this architecture, pattern 3
seems to be the best choice.

Table V shows the results for the larger architecture (16 arrays and 8 address and data buses).
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Fig. 18. L2 data block/address block switch patterns considered.
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8 arrays

Pattern 4: B(i)={j: O<j<M}

L2 SWITCH PATTERN RESULTS (B =8K,N =8, M =Q =4, Wgrr = {1,2,4,8}).

Pattern | P&R Failures | Total Delay | Total Area
1 84.6% 3.53 ns 20841
2 7.79% 4.06 ns 20966
3 0% 4.09 ns 21029
4 0% 4.20 ns 21216
TABLE V

L2 SWITCH PATTERN RESULTS (B =64K,N =16, M = Q = 8, Wgrr = {1,2,4,8,16}).

Pattern | P&R Failures | Total Delay | Total Area
1 68.7% 4.13 ns 137153
2 6.84% 5.29 ns 163039
3 0.06% 5.50 ns 189050
4 0% 5.81 ns 189924
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TABLE VI

SUMMARY OF ARCHITECTURAL RESULTS.

Parameter Area Access Failures Best Choice
Time Arch. 1 Arch. 2
as N increases 1 1 1 8 16
as |wf| increases approx const. | approx const. 1 {1,2,4,8} | {1,2,4,8,16}
as M increases 1 1 min. at 8 - 8
as num. L2 switches increases 1 1 i} From Eq. 2

For this architecture, the delay penalty from moving from pattern 2 to 3 is 4%, and the area
penalty is 17%. The dramatic increase in area is because more sub-buses are required; each of
the sub-buses needs a second-level driver. If the number of sub-buses was held constant, the
access times for patterns 3 and 4 would be considerably larger than they are. From the results
in the two tables of this section, we conclude that the base mapping block (pattern 2) is the best
choice, since it is flexible enough to perform most required mappings, but at a lower area and

speed cost than patterns 3 and 4 (especially for large architectures).

E. Summary of Architectural Experiments

Table VI summarizes the results of the architectural experiments. In the table, a | indicates
that the corresponding metric (area, access time, or number of mapping failures) increases as
the indicated parameter increases, while a | indicates that the corresponding metric decreases.
The final two columns show the best choice for each of the parameters for the two architectures

in Table III.

V. EXTERNAL PIN ASSIGNMENT FLEXIBILITY

The results in the previous section assumed that the place/route algorithms are free to assign
any I/0 signal to any external pin. In practice, there are many applications in which this is
unacceptable. For example,

o In large systems where the configurable memory is one of many chips mounted on a PC-

board, once the board has been constructed, the pin assignments of all chips are fixed. If

future system changes involve reconfiguring the memory, the new pin assignments must be
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Fig. 19. A single user memory that uses 4 data buses and 1 address bus.

the same as the old assignments.

o In reconfigurable systems which contain FPGAs and configurable memories, although each
chip is configurable, the interconnections between these chips are often fixed. If there is
little flexibility in the memory pin assignments, severe restrictions will be placed upon the

system-level partitioner, placer, and router.

In order to evaluate the viability of the configurable memory in these applications, a measure
of pin assignment flexibility is required. This section defines a metric for this flexibility, and

evaluates this flexibility for the architecture described earlier.

In any memory, there is complete functional flexibility in the pin assignments within a single
address or data bus; i.e. all address pins are equivalent, as are all data pins. In this section,
we are concerned with a higher level of flexibility: flexibility in the assignment of buses. As an
example, consider Fig. 19. In this example, a single user memory that requires four data buses is
implemented. There is no flexibility at all in the address bus assignment; only address bus 4 has
enough pins to connect to all four arrays. There is complete flexibility in the data bus assign-
ments, however, since each bus need only connect to one array. If two data buses are swapped, the
arrays implementing the corresponding data fields can also be swapped, guaranteeing a successful

implementation.

Consider a user configuration requiring s data buses and z address buses mapped onto an
architecture with M data buses and () address buses (M > s and > z). If the address

mapping block contains switches at every horizontal/vertical bus interconnection, the number of
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possible address bus assignments is

Similarly, if the L2 data mapping block contains switches at every intersection, the number of
possible data bus assignments is
M M!
A mar — =
9 N g VY
Combining these two results gives the number of possible bus assignments given complete map-

ping block flexibility:
Q'M!

(Q — )M — z)!

Amaz = Aa,ma:c * Ad,ma:c =

For architectures with mapping blocks that do not contain switches at every intersection, not
all A, 4, bus assignments will lead to a valid implementation. Averaging the ratio of the number
of valid bus assignments to A4, over many user memory configurations gives the bus assignment
[flexibility of a particular architecture. The maximum value of an architecture’s bus assignment
flexibility is 1.

In order to evaluate the bus assignment flexibility of our architectures, we used an exhaustive
algorithm that iteratively steps through all possible address bus assignments and determines
whether a valid mapping is possible. Because of the heavy computational requirements of this
algorithm, we were limited to studying an architecture with 4 arrays, 4 data buses, and 4 address
buses. Nonetheless, this simple architecture provides insight into the behaviour that we expect
out of larger configurable memories.

Using the above procedure, we measured the bus assignment flexibility of the base architecture
to be 0.0829. In other words, on average, only 8.3% of all possible bus assignments result in valid
implementations. For many applications, this is unacceptable.

In order to increase the bus assignment flexibility, we can add switches to the L2 data mapping
block and address mapping block. The mapping block considered until now contains 8 intersec-
tions with switches and 8 intersections without switches (see Fig. 20). Consider adding switches
(a switch-set, since each wire in the bus needs its own switch) to a single intersection. Since there
are 8 intersections without switches, there are 8 locations where we can add this switch-set. We

experimentally tried each, and the mapping blocks that gave the best results are in Fig. 21 (both
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Fig. 21. Best switch patterns if one switch-set is added.

blocks shown are equivalent). If either of these mapping blocks are used, the bus assignment
flexibility approximately doubles to 0.157. The area and speed overhead in adding one extra set
of switches is small, so clearly, for many applications, either of the mapping blocks in Fig. 21
results in a better architecture.

We can go further and add switches to two intersections. There are 28 ways these two switch-
sets can be added; the best combination is shown in Fig. 22. This mapping block gives an bus
assignment flexibility of 0.217.

This process was repeated for 3.,4,5,6,7, and 8 switch sets. The graph in Fig. 23 gives the
bus assignment flexibility for each number of switch sets. For each point, all possible switch
patterns were considered, and the best chosen. As the graph shows, the curve is roughly linear,
meaning there is no point beyond which adding switches gives little benefit. Thus, we conclude
that in order to get a bus assignment flexibility of close to 1, the mapping block should be fully
populated.

Note that there are two points on the graph that stand out: 3 and 6 switch sets. Fig. 24 shows
the mapping block patterns corresponding to these points. Fig. 24(a) is the first pattern which
has two horizontal buses that can connect to all 4 arrays; Fig. 24(b) is the first pattern containing
three horizontal buses that can connect to all 4 arrays. Logical memory configurations in which
all arrays must be connected to each other are common; thus, the more buses on which this can

be done, the higher the bus assignment flexibility.
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Fig. 23. Bus assignment flexibility results.

VI. CONCLUSIONS

In this paper, we have described a stand-alone configurable memory architecture consisting
of an interconnected set of arrays. There are two levels of configurability: the effective data
width of each array and the interconnection between these arrays. Together, these result in an
architecture that is flexible enough to implement a wide variety of user memory configurations.

We have also described a set of experiments aimed at determining how various architectural

parameters affect the chip area, access time, and flexibility of the device. We have concentrated

4 arrays 4 arrays

external external
buses buses

a) Three switch-sets added b) Six switch-sets added

Fig. 24. Best switch patterns if 3 and 6 switch-sets are added.
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on two architectures: one containing 8Kbits and the other containing 64Kbits. For the first
architecture, we found that dividing the 8 Kbits into 8 arrays, and connecting these arrays to each
other and to the chip pins using 4 data buses is the optimum choice. In the second architecture,
we found that dividing the 64Kbits into 16 arrays, and connecting these arrays and the I/O pins
using 8 data buses results in the most efficient architecture. We have also presented a mapping
block topology that provides near-perfect flexibility, assuming the mapping tools are free to make
external pin assignments. If the device is to be used in an application in which I/O pins must
be pre-assigned, however, a mapping block in which every bus can connect to every array is

required.

Finally, although this paper has concentrated on stand-alone configurable memories, the ar-
chitecture is suitable for inclusion as embedded memory resources within an FPGA. The most
important issue in embedded memory resources is the interface between the memory and logic
parts of the FPGA. If this interconnection is not flexible enough, much of the native flexibility
of the configurable memory will be lost. On the other hand, an overly flexible interconnect will
result in excessive overhead in terms of chip area and circuit speed. These issues are explored
further in [12]. Embedding configurable memory arrays in an FPGA will likely have additional
advantages; we expect that some logic circuits will map very nicely into memory arrays. The

investigation of this possibility is an active area of future work.
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