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Abstract—Blockchain technology has created an excite-
ment that was last seen two decades ago when the internet
was entering the mainstream. An appealing feature of
blockchain technology is smart contracts. A smart contract
is an executable code. It runs on top of the blockchain
facilitating an agreement between untrusted parties. These
smart contracts have a major limitation, namely they
cannot operate on information external to the blockchain.
The inability to query such information has paved the
need for trusted entities called “oracles.” These oracles
attest to facts without the robust security guarantees that
blockchains generally provide. This can potentially harm
the integrity of the network and lead to centralized points-
of-failure. To address this concern, this paper proposes a
decentralized oracle which is based on a voting-based game
that decides the truth or falsity of queries. In the context
of this work, we are only interested in binary markets,
i.e., queries which can be True, False, or Unknown. When
requesting facts from an oracle, a user submits binary
queries. Reporters (or certifiers) respond to the queries by
placing monetary stake. A formal analysis of the system
parameters is presented, which shows that the proposed
platform incentivizes a Nash equilibrium for truthful re-
porting. An extension to the base protocol is also described
and profiled against the original framework. Lastly, we
discuss a prototype architecture, along with additional
features to be considered during implementation.

Index Terms - blockchain, decentralized oracle, crowdsourc-
ing, voting, permissioned, permissionless, Nash equilibrium

I. INTRODUCTION

Crowdsourcing, also known as the “wisdom of crowds,” is
a technique that can help break cost barriers by outsourcing
tasks to market places. In general, the process consists of a set
of requesters posting tasks that can be unrelated and require
varied expertise. A set of submitters take up these tasks and
submit solutions for a minimal reward. In this context, it is
important to note that the stakeholders of the system do not
need have mutual trust. A similar topology is observed in
blockchain networks.

A blockchain is a distributed database that defines an order of
its transactions. It is immutable, trustless and permissionless.
Even though the initial implementations of blockchain were
developed to create digital currency [1], the technology has
revolutionized a wide range of industries. These include a wide
range of industries, such as supply chains and logistics [2,
3], insurance [4], healthcare [5], and financial services [6],
among others. Smart contracts—software code executed on a
virtual machine—transform conventional contracts to digital
agreements. One well-known limitation with smart contracts
is that they can only access data that is stored in the virtual

machine’s memory. This makes the network disconnected from
any real world data [7, 8]. Trusted entities called oracles
are needed to attest to facts, in an effort to bring external
data into the blockchain’s state. These oracles obtain off-
chain information, by allowing members of the public to
provide answers to questions, using a concept similar to
crowdsourcing. Reward mechanisms incentivize members to
present truthful responses.

In this paper, we propose a novel decentralized oracle protocol
leveraging crowdsourced voting mechanisms, which are ag-
nostic to the core consensus in a blockchain network. At a high
level, a user querying an oracle would submit questions along
with a bond. These questions converge to Boolean responses
that consist of either a True or False value. Once a question is
posted, the oracle collects votes from the participants. If this
converges to a result then it will distribute the posted bond
to all the contributors who arrived at the winning outcome.
We introduce a general mathematical model of decentralized
oracles and present a base protocol along with an extension.
Using this model, we provide a thorough theoretical analysis
to prove that there exists an honest Nash equilibrium for these
binary markets.

The remainder of this paper is organized as follows. In Sec-
tion II, we identify a general mathematical model. Section III
follows with a description of the novel decentralized oracle
protocol and its analysis. Section IV provides a simplified
version of the protocol. In section V, a prototype architecture
is described with implementation details. Section VI examines
existing blockchain oracles and contrasts them to the proposed
mechanisms. In section VII we suggest additional features
that can be added during implementation. Section VIII high-
lights practical applications for decentralized oracles, while
section IX concludes this paper.

II. PRELIMINARIES

A. A Decentralized Oracle model

In this paper, we propose a model for a decentralized oracle
that decides the truth value of Boolean queries posted by sub-
mitters. The oracles presented in this work are permissionless,
for instance, users do not undergo any Know Your Customer
(KYC) process before joining the system. We assume each
query p has a response truth value t that is either True (T) or
False (F) or Unknown (φ). There are N players —reporters
and certifiers. For each query p and each randomly chosen
player i ∈ [1, N ], let the private opinion of the player regarding
the truth value of p be POi(p) ∈ {T, F}. We assume that
POi(p) is fixed, and in an honest scenario it is unknown to
reporters other than i. Reporters who choose to collude and
share their private opinions are considered adversarial, which
is discussed in further detail in section IV-B. Each player i
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has an accuracy qi ∈ [0, 1] i.e., the probability that player i is
correct about a given query. Formally:

POi(p) =

{
t with probability qi
¬t with probability (1− qi)

(1)

Each player’s beliefs are independent of all other players’
private opinions i.e., the value of POi(p) is independent of
POj(p) for all j 6= i. Further, POi(p) is independent of
POi(p

′) for all p 6= p′. That is, a player’s private opinion
in a proposition is independent of her beliefs in all other
propositions. Additionally, each reporter i has a voting strategy
σi(p) where

rip = σi(POi(p)) (2)

determines the response rip that reporter i actually submits
to the oracle. Based on this definition we identify three
kinds of reporters: an honest reporter has σi(POi(p)) =
POi(p), a lazy reporter who irrespective of POi(p) reports
σi(POi(p)) = T or σi(POi(p)) = F always (i.e., they
publish the same response all the time), and a deceptive
reporter is one who submits against their POi(p) always, i.e.,
σi(POi(p)) = � POi(p).

Lazy and deceptive reporters are the two types of adversaries
we consider in our system. Lazy reporting is a special case
of Verifier’s Dilemma[9]. The problem, simply stated, is the
existence of a degenerate Nash equilibrium where voters
always report the same answer on all questions regardless
of what they believe to be true, so as to secure economic
incentives/profits. A simple mechanism behind such an oracle
cannot guarantee that payoffs for truthful reporting are greater
than payoffs in a lazy Nash equilibrium, and therefore can-
not guarantee that voters will contribute correct information.
Specifically, in voting-based protocols, lazy voting can cause
degenerate coordination strategies. Deceptive reporters would
try to manipulate the oracle into generating an outcome of
their choice. The protocol analysis establishes honest Nash
equilibrium in the presence of these adversaries.

We define two random variables: Γ(p) ∈ {T, F}—the private
opinion of a reporter selected randomly on a query p, and
A(p) ∈ {T, F}—the answer reported by a reporter selected
randomly on query p.

For the proposed protocol to work, we assume the oracle
is deployed on an existing decentralized platform such as
Ethereum [10] or Hyperledger [11]. We refer to the platform as
the executor. The executor maintains a list of Boolean queries
as part of its state, which can be submitted by any user of the
system. Once added to the list, any reporter can communicate
their response. The voting stake, which is the total amount
deposited by all reporters, is denoted by Dr. As the protocol
converges to a conclusion on a query, the executor will move
it to a completed state, distribute rewards and cease to accept
new reports for the same query. At this stage, the completed
query can be replaced by another one.

Lastly, we define the correctness of an oracle. No oracle can
determine the actual fact of a question by itself [12]. Also,
users can submit subjective questions which do not have an
objective answer. Hence, we formalize the correctness with
following set of definitions:

Definition 1. Let us consider reporter i ∈ N . A randomly se-
lected reporter’s private opinion on query p is called Estimated

Private Opinion (EPO).

EPO(p) =


T P (Γ (p) = T) > 0.5

F P (Γ (p) = T) < 0.5

φ P (Γ (p) = T) = 0.5

(3)

We say oracle has concluded correctly with respect to the
query p if it arrives at an output equal to EPO(p).

Additionally, let βip denote the probability that a specific
reporter i ∈ N reports an answer to p which is equal to
EPO(p). Assuming that i does not know PO(p) for other
reporters, this is the same as the probability that i answers
EPO(p) on a PO(p) value selected randomly from N :

βip = P (σi(Γ (p)) = EPO(p)) (4)

We also let βp denote the probability that a reporter selected
randomly from N reports an answer equal to EPO(p):

βp = P (A(p) = EPO(p)) (5)

The key distinction between the definitions of βip and βp is
that βip pertains to a specific reporter i with a fixed strategy
σi(p), and thus may be different for reporters with different
strategies, whereas in βp the strategy also varies with the
random variable A(p).

For example, if all reporters in N adopt the honest reporting
strategy, then P (A(p) = T) = P (Γ (p) = T) and we have:

βp =


P (Γ (p) = T) EPO(p) > 0.5

P (Γ (p) = F) EPO(p) < 0.5

P (Γ (p) = φ) EPO(p) = 0.5

(6)

III. BASE PROTOCOL

This section introduces our voting-based oracle protocol. We
begin by expanding on the user roles and the underlying
process of the voting game. We conclude with a detailed
description of the gaming workflow.

A. Overview

Users of our protocol participate in one (or more) of the
following three roles: submitters, reporters, and certifiers. We
further discuss the behavior of these roles, also depicted in
Figure 1:

• Submitters post queries to the executor along with a
bounty to fund (in part) the further process of evaluating
the Boolean queries.

• Reporters play a low-risk/low-reward game. When a
reporter wants to participate in the voting process, a
certain amount of stake is to be deposited. A query
is uniformly chosen at random by the executor and is
assigned to a reporter. As depicted by steps 2, 4, 5 & 9 in
Figure 1. The outcome of the voting process is a function
of the sum of the votes weighted by the deposits. The
maximum voting deposit is a parameter of the system
and is discussed later in the paper. A reporter does not
know what query they will be assigned beforehand.

• Certifiers play a high-risk/high-reward game. Unlike
reporters, certifiers get to choose which query they would
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Fig. 1: Submission & Voting Process

like to place a deposit on. The certifier voting outcome
is a function of the sum of certifications weighted by the
deposits. This process is illustrated through steps 3, 6, 7 &
9 in Figure 1. The intuition behind introducing ceritifiers
is to encourage them to place bets on queries for which
there is a high degree of confidence that they are True
or False.
As the system is permissionless, anyone can chose to be
a reporter, a certifier, or both. Not all queries will be
certified as they are selected by choice and there is no
mandate to do so. The minimum certification deposit size
is a system parameter and should be large enough that
certifying incurs a substantial cost, and therefore there
are substantial penalties in case of malfeasance.

Both reporters and certifiers submit their voting response as a
sealed vote. The major distinction between these two roles is
that certifiers get to choose the query and have a restriction
on the minimum stake. Contrarily, reporters get assigned a
random query with a constraint on the maximum amount of
stake. By splitting the roles and incentives between users we
protect the system from malicious attacks as demonstrated
through analysis in section III-F.

Choosing appropriate system parameters is highly important
for the validity of the voting process. In our game, we have
two such parameters: the maximum voting deposit and the
minimum certification deposit. The maximum voting deposit
size should be small relative to the total voting stake on each
query. If a single vote can account for 100% of a query’s
total voting stake, an adversary can have total control over the
outcome of a randomly drawn query. Conversely, if it is very
small, an adversary would somehow need to draw the same
query repeatedly to control its validity outcome.

On the other hand, the minimum certification deposit should
be large enough that certifiers incur sufficient risk. A large
deposit would avoid the possibility of certifiers abusing the
system by manipulating their voting response. At first sight,
it seems like individual certifiers have enormous influence on
the process for individual queries, and indeed this can be the
case. However, as described later in the paper, the certifiers
alone cannot force the oracle to produce an incorrect value
and they are encouraged to behave honestly by the incentive
structure; otherwise they face large penalties.

For each player, let sp and cp denote the amount of stake that
reporter and certifier have deposited to provide their EPO(p),
respectively. Let smax and cmin denote the maximum voting
stake and minimum certifying stake parameters, respectively.

B. The Query List

The query list is constructed by a smart contract in the executor
based on the requests from submitters. Also denoted by Q, the
query list will have a fixed size of |Q|. Each query p ∈ Q has
an unknown truth value t and is associated with bounty value
B. The voting game described later is executed by all players
(reporters and certifiers) simultaneously on all the queries in
Q. We assume there are two reward pools for certifiers: RT and
RF monetary units, to provide rewards for True and False
outcomes, respectively. This is specifically targeted to avoid
a lazy equilibrium scenario in which voters always have a
constant response True or False so as to maximize their
profits without putting any effort in considering a specific truth
value. We discuss the rationale behind this later in the paper.

As the space is restricted to |Q|, the list construction involves a
separate process which is not described here as it is outside the
scope of this work. As an example, one could run an auction
for the |Q| spaces, with the auction price becoming the bounty
for the query.

C. System Description

An overview of the protocol workflow is described in this
subsection. It basically consists of interactions of reporters and
certifiers with the queries list. Reporters must be engaged to
vote on random queries, while certifiers submit their voting
response for a query of their choosing.

1) Reporting: This process is initiated by a reporter i ∈ N
whenever they deposit a certain amount of stake (si,x) where
x is the yet to be assigned query. Once a stake is registered,
the reporter is prepared to vote for a query. The executor then
validates if the amount satisfies condition that si,x ≤ smax and
assigns a randomly-chosen query from the query list [1, |Q|].
So, a reporter may be voting on a query more than once.
Random number generation within smart contracts has been a
widely researched topic in recent years and several techniques
exist to do it securely [13, 14]. The final step of this process
is for the reporter to submit the ri,x which they derive from
their voting strategy and private opinion. A sealed vote can
be created using a commit-reveal scheme, which requires a
reporter to commit a hash of their vote concatenated with a
nonce, later revealing the vote and the nonce to unseal the
vote.

2) Certifying: A certifier participates in voting for a query
of their choice by placing a large deposit. The certifier simply
submits a monetary stake ci,p ≥ cmin and a sealed certification
in accordance with their voting strategy i.e., ri,p for a query
p.

3) Termination and Decision: Once a query p has accu-
mulated a sufficient amount of funds, it is available for
the final decision. The total amount of reporting stake ac-
cumulated is Dr. At this stage, the oracle computes four
values: sTOT,p,T, sTOT,p,F, cTOT,p,T and cTOT,p,F. The values
represented by these variables are disclosed in Table I. For
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TABLE I: Decision variables

Variable Value represented by variable
sTOT,p,T Total stake collected for query p from reporters for truth value True

sTOT,p,F Total stake collected for query p from reporters for truth value False

cTOT,p,T Total stake collected for query p from certifiers for truth value True

cTOT,p,F Total stake collected for query p from certifiers for truth value False

TABLE II: Reporting outcomes

Outcome Condition
T sTOT,p,T > sTOT,p,F
F sTOT,p,F > sTOT,p,T
φ sTOT,p,T = sTOT,p,F

each b ∈ {T, F}, the above mentioned values are computed as
follows:

sTOT,p,b =

N∑
i=1

si,p,b cTOT,p,b =

N∑
i=1

ci,p,b

The outcomes for both reporting and certifying are computed
by a simple majority rule as shown in Tables II and III. In the
case of a tie, we assign the outcome to be φ. For simplicity,
we exclude a detailed description of this scenario as this does
not affect the design and analysis of the game.

In Table IV, we illustrate the game and oracle outcomes for
each of the nine possible combinations of certification and
reporting results. The headings in the top row correspond to
certification, while the labels in the first column correspond to
reporting. The game has three possible outcomes (T, F and φ)
each of which carries its own reward structure. Note that the
game outcome is only used to determine rewards and penalties,
and does not correspond to the oracle’s output. Indeed, anyone
observing the system is free to compute oracle outcomes as
they wish depending on the context of the query. For the
sake of this presentation a suggested mapping is presented
in Table IV-(B). The suggested oracle output follows the
reporting outcome if it matches the certification outcome or
the certification outcome is φ. The oracle is not restricted to
an output of {T,F, φ}, but could instead have an output in the
range [0, 1] indicating confidence in the truth or falsity of the
query.

TABLE III: Certifying outcomes

Outcome Condition
T cTOT,p,T > cTOT,p,F
F cTOT,p,F > cTOT,p,T
φ cTOT,p,T = cTOT,p,F

TABLE IV: Outcomes for (A) The Game and (B) The oracle

(A) Game

R
C

T F φ

T T φ φ
F φ F φ
φ φ φ φ

(B) Oracle

R
C

T F φ

T T φ T

F φ F F

φ φ φ φ

D. Rewards and Penalties

The principal rule is to reward players whose positions match
with either T and F outcomes. Players who took opposing
positions are penalized. In case of Unknown outcomes, certi-
fiers are penalized and reporters are left with no rewards or
penalties. As argued in this paper, this scheme incentivizes the
participants to behave honestly.

For the rest of this subsection, we fix a player i ∈ [1, N ] and
query p ∈ Q so as to enumerate the rewards and penalties
for each of the three possible game outcomes. Reporter and
certifier rewards are presented separately although, as noted
earlier, nothing prohibits a player from being both a reporter
and a certifier.

Rewards and penalties are distilled into a single value rewr for
reporting and rewc for certification. A negative value indicates
a penalty, while a positive value indicates a reward. The results
are summarized in Table V.

1) True and False Outcomes: In the case of a True out-
come, the reporting reward is as follows.

rewr =

(
si,p,T

sTOT,p,T

)
×B − si,j,F (7)

The player’s reporting reward is their share of the T-reporting
stake times the query’s bounty amount. Their penalty is equal
to their F-reporting stake. The certifier reward is shown in Eq.
8 below.

rewc =

(
ci,p,T

cTOT,p,T

)
×
(
RT ×

1

τ

)
− ci,p,F (8)

A certifier’s reward is equal to her share of the T-certifying
stake times the true certifier reward pool amount RT times
the reciprocal of the certification target τ . The True reward
pool is a reward pool used to reward certifiers who correctly
certify articles as True. The certification target can be seen as
the number of certifications that the pool should have enough
funds to pay for. For instance, if RT = 1000 and τ = 10, then
100 monetary units will be distributed to the certifiers. The
next proposition will have RT = 900, and therefore 90 units
will be distributed.

In the case of a False outcome, the rewards and penalties are
similar.

2) Unknown Outcome: For an Unknown outcome, reporters are
neither rewarded nor penalized (rewr = 0), while certifiers are
penalized as follows.

rewc = − (ci,p,F + ci,p,T) (9)

That is, certifiers forfeit all of their stake, regardless of agree-
ment with reporters. The rationale for penalizing certifiers and
not reporters is that certifiers chose to vote for a query p.
Reporters received a query at random.

E. Monetary Flows

Note that reporters are not rewarded for Unknown outcomes.
Therefore sometimes bounties are not claimed. Thus far, the
distribution of penalties and unclaimed bounties has not been
discussed. The funding of reward pools and bounty amounts
has only been briefly mentioned.
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TABLE V: Summary of rewards and penalties

Reward Penalty
Outcome Reporters Certifiers Reporters Certifiers

T
(

si,p,T
sTOT,p,T

)
×B

(
ci,p,T

cTOT,p,T

)
×
(
RT × 1

τ

)
si,p,F ci,p,F

F
(

si,p,F
sTOT,p,F

)
×B

(
ci,p,T

cTOT,p,T

)
×
(
RF × 1

τ

)
si,p,T ci,p,T

φ 0 0 0 ci,p,F + ci,p,T

Submitter fees are used to fund bounties, while the certifier
reward pools are initially left empty. Certifier reward pools are
funded by unclaimed bounties and penalties. In the absence
of reward pools, certification will be rare, which will lead to
most bounties being unclaimed. This method will approach
equilibrium where reward pools and bounties are balanced to
provide reasonable incentives.

An additional consideration is the draining of reward pools.
Each time a query is decided with voting outcome T, an
amount RT

τ is deducted from RT. If the certification outcome is
also T, the funds are used to pay out certifier rewards. Other-
wise, the funds are added to RF. A symmetric case applies for
False outcomes. Intuition lies in the fact that it ensures that
the reward pools encourage certifiers to certify equal number
of True and False queries. Thereby, discouraging reporters
from voting with constant T or F values in order to maximize
profit without considering the actual queries.

F. Base Protocol Analysis

To analyze the base protocol, we first analyze the probability
of the voting procedure producing incorrect results (i.e., where
the outcome for query p with truth value t is ¬t). Next, we
examine the minimum accuracy needed by reporters so that
they remain profitable. Subsequently, we prove that a Nash
equilibrium exists under a honest majority assumption. Finally,
we argue that the certifier reward structure avoids a situation
where players profitably report and certify everything with a
constant T or F.

1) Voting Outcomes and Manipulation: This subsection de-
termines the probability of a correct reporting outcome as
a function of accuracy with the analysis of an adversary’s
probability to force incorrect outcomes. For simplicity, we
assume all non-adversarial players are honest, have the same
accuracy q, and always vote with smax monetary units of
stake. We can therefore treat the reporting process on a single
query as a sequence of Dr

smax
Bernoulli trials with probability

q of success. The probability that the reporting outcome is
correct is therefore:

P

[
B

(
Dr

smax
, q

)
>

Dr

2 · smax

]
where B(n, p) denotes a binomial random variable. For ex-
ample, if Dr = 20, smax = 1, and q = 0.8, the probability of
obtaining a correct reporting outcome is roughly 99.7%.

Now let us assume an adversary has n monetary units and
seeks to force an incorrect outcome on a specific query. For
simplicity, we assume n is a multiple of smax and that the
query list does not change during the attack. Each query can
once again be modeled as a sequence of Dr

smax
Bernoulli trials.

Each trial is successful with probability:

p+ (1− p)(1− q) = 1− q + p · q

where p is the probability that the vote belongs to the adver-
sary.

If the adversary uses all n tokens to report, then n
smax

votes
belong to the adversary across all |Q| queries. Once all queries
are decided, the probability that an arbitrarily chosen report
belongs to the adversary is:

n

smax
× smax
|Q|

=
n

|Q| ·Dr

So the probability that an arbitrary vote to be incorrect is:

1− q +
n · q
|Q| ·Dr

(10)

Note, both | Q | and Dr appear in the denominator demonstrat-
ing that increasing these parameters renders system manipula-
tion more difficult. The probability of an adversary changing
the outcome of the query is shown below:

P

[
B

(
Dr

smax
, 1− q +

n · q
| Q | ·Dr

)
>

Dr

2 · smax

]
It can be seen that if the quantity in Eq. 10 is less than 0.5,
there are parameter values that make it arbitrarily difficult for
the adversary to force an incorrect result. Further analysis
showed that, if reporters are 95% accurate and Dr = 100 ·
smax, then manipulation is effectively impossible, even by a
powerful adversary controlling 25% of the reports.
2) Minimum Voting Accuracy: Accuracy of honest voters is
crucial to the security of the base protocol. This subsection
quantifies the minimum accuracy (i.e., the probability that the
player’s private opinion βp matches the truth value t of the
query p) players need to achieve profitability. Since difficulty
to earn a profit is expected to lower participation, it is critical
to set the parameters carefully. This will benefit in achieving
a reasonable trade-off between accuracy and participation.

For simplicity, we assume the parameters are set such that
the probability of incorrect decisions is negligible. Consider
player i and accuracy qi. A report with stake of smax on query
p yields a profit at decision time for:[

qi · smax
max(sTOT,p,T , sTOT,p,F )

]
B > (1− qi) · smax (11)

In other words, the expected share of the reporting rewards
is greater than the expected penalties. Note that, there is
no need to account for Unknown outcomes since reporters
receive neither rewards nor penalties. At decision time, the
denominator is clearly at least half of Dr, and at most Dr.
Therefore:

1

2
·Dr ≤ max(sTOT,p,T , sTOT,p,F ) ≤ Dr (12)

It is clear from Eq.11 that the reporter is profitable for
sufficiently high values of B. Towards the goal of computing
an upper bound, we over-approximate the range in which a
reporter is profitable using Eq.12 as follows.(

qi · smax
Dr

)
B > (1− qi) · smax

Re-arranging yields the following upper bound on B:

B ≤ (1− qi) ·Dr

qi
(13)
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By capping the bounty according to Eq.13, it is possible to
enforce a minimum accuracy such that, below that threshold
reporting becomes unprofitable. For instance, if 80% accuracy
is desired and Dr = 1000, the bounty must be capped at 250
monetary units. If instead, 50% accuracy is desired the bounty
must be capped at 1000. Of course, this analysis only lower-
bounds the threshold; it neglects the voter’s costs in terms
of time to evaluate queries, computing power, and blockchain
transaction fees.

3) Desirable Nash Equilibrium: This subsection demonstrates
the existence of a desirable Nash equilibrium in which all
players are honest. Any situation in which reporters and
certifiers are in concert is a Nash equilibrium, as a player who
votes against all the others will only stand to lose. However,
we seek to show that such an equilibrium exists under the
assumption that the quantity in Eq. 10 is less than 0.5. This
assumes that honest reporters are sufficiently accurate and in
such plurality a majority of votes are correct. From the analysis
in Section III-F2, this assumption is sufficient to show that
there exists an assignment to the parameters such that all
queries have the correct voting outcome with overwhelming
probability.

Playing honestly is a Nash equilibrium when every voting out-
come is correct with only feasible strategies being considered.
Rewards are only paid to players who agree with the voting
outcome. Since every query p has the voting outcome t, if
player i reports or certifies βp (i.e., honestly), she agrees with
the voting outcome with probability qi. Naturally, an honest
player could perform better by switching to a “perfect” strat-
egy in which they always vote correctly rather than honestly.
Such a strategy is not feasible, since players do not know the
underlying truth values. All private opinions are independent
by assumption. A player i cannot develop complex strategies
to report correctly with probability better than qi. Even an
adversary with perfect accuracy, who controls 100% of the
certifying stake, is incentivized to play honestly (or not play
at all, e.g., in the case where RT = 0 and every query is True).
Indeed, any other strategy results in the adversary losing all
of their stake.

4) Query Bias and Reward Pools: The previous subsection
demonstrates that playing honestly is an equilibrium under
the assumption that an adversary does not control reporting.
This may not hold if a dishonest strategy is easier and still
profitable. In this subsection, we identify a candidate for such
a strategy and argue that the reward structure combats it.

Imagine True queries are more common than False ones.
Consider a lazy reporter—one who always reports T. Let
p = P (t = T) denote the probability that a random query
is True. Assume that all reporting outcomes are correct. So,
the lazy reporter agrees with the reporting outcome on every
True query and disagrees on every False query. Intuitively,
this lazy strategy seems viable. But, it is also necessary to
consider certifier behavior since without certification rewards
are not paid out. Certifier incentives are tied to the certifier
reward pools, and their values fluctuate over time.

When a True query is decided, the RT pool will shrink by
RT

τ . Over time the RT pool will drain much faster than the RF

pool when p > 0.5. Indeed, the RF pool may actually grow
in this case. Informally, this process incentivizes certifiers to
vote for queries that they believe are False, since the potential
rewards are greater. At equilibrium, roughly equal amounts of

True and False queries should carry certifications. Hence
the lazy strategy will not be profitable. Note that certifiers are
never incentivized to certify a True proposition as False in
an attempt to acquire the RF reward. In that case the certifier
will disagree with reporters and be penalized.

IV. SIMPLIFIED REPORTER ORIENTED PROTOCOL

Section III introduced one version of our decentralized oracle
protocol. A major aspect is the role of certifiers. Including
certifiers ensures a high confidence in the voting response for a
submitter. It imposes truthful outcomes from reporters as well.
As a high risk seeker, a certifier benefits from the amplified
rewards. Although the protocol provides the required security
guarantees for blockchain, it comes with inherent complexities
during implementation. It is vital to ensure certifiers are
incentivized to participate in the system. The reward pools
for certifiers are dependent on the unclaimed bounties and
penalties, lacking which may make certifiers lose interest in
staking. Further, stringent penalties on certifiers might cause
hesitation to join the voting process. In other words, from a
submitter’s point of view, they need to ensure a balance in
the reward pools by posting equal number of True and False
queries in order for the system to operate efficiently.

In this section, we suggest a simplified version of the original
protocol with modifications in the gaming structure. This
protocol convinces voters that truthful reporting is their best
course of action without relying on certifiers.

A. Description

We present an abstract flow of the protocol in the Figure
2. This protocol is similar to the base protocol, wherein
submitters post queries with binary responses along with a
bond to the oracle. The reporters will respond based on their
private opinion. For each submission, a submitter needs to post
two queries that are antithetic (i.e., queries that are assured to
arrive at contradicting responses). For example consider the
submission: It is sunny and It is not sunny as in
Figure 3. The submitter can evaluate the correctness of the
oracle response by observing opposing outcomes for these two
queries. In this way, we induce high confidence in the voting
process by avoiding the role of certifiers. Another consequence
is the reduction in the complexity of the user interface for
reporters and truthful reporters receive larger expected payoffs.

1) Submitting queries: To add to the list of active queries, in
a single transaction a submitter provides:

• A bond
• Two queries, called p and p′
• A bounty
• A duration

The bond is returned if the answers to p and p′ converge
to different True/False outcomes after reporting process is
done. Thus, the queries have to be designed to have opposite
answers: this is easily done if the submitter constructs p′ to be
the converse of p (e.g., “X won the elections this term” and “X
did not win the elections this term”). Leaving the construction
of the questions to the oracle will be an expensive and possibly
error-prone operation, as we assume queries to be in natural
language; it is a fair assumption that it will be done by the
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Fig. 2: Extension protocol submission & reporting process

Fig. 3: Example of Extension protocol

submitter who would otherwise risk losing their bond. The
bounty posted is used to reward the reporters, and the duration
is to restrict the amount of time p and p′ are available on the
query list.

2) Submitting reports: A player i ∈ N can report POi(p) by
engaging in a dialogue with the oracle:

1) The reporter posts a bond
2) The oracle selects a query uniformly at random and

passes it to the reporter
3) The reporter returns a sealed vote to the oracle
4) Once the query closes after the duration time to submit

votes has elapsed as set by the submitter, the reporter
reveals their vote

At step 3, the reporter computes their ri,p based on their
voting strategy σi(p). Sealed voting is to prevent undesirable
strategies or attack vectors.

After a predefined duration, a query is said to be closed.
At this point the oracle tallies all the votes posted for that
specific query. It will also compare and check if both the
questions have converged to different answers. If the majority
of reports converged to the same answers for both queries,
then the submitter loses their entire bond and reporters would

Fig. 4: Probability of correctness as a function of n and w

neither get a reward nor will they get penalized (i.e., their
bond is returned to them in full). If the reports converge to
different responses, reporters are rewarded when they are in
agreement or penalized for disagreement, and the submitter’s
bond is returned.

B. Modified Protocol Analysis

1) Correctness: Applications expect strict correctness as to
the responses delivered by the oracle (in the context of
Definition 1). Consider a query p with n honest reporters and
where w is the probability that a randomly selected reporter
agrees with EPO(p). PCorr, the probability that the oracle
produces a correct output, is simply the probability that a
majority of reporters agree with EPO(p):

PCorr =M(n,EPO(p)) (14)

We use M(n, z) to denote the probability that a majority out
of n reporters vote z to the oracle. In the case of honest
reporters,

M(n,EPO(p)) = 1−B(bn
2
c, n, w)

where B(k, n, p) denotes the cumulative binomial density
function. M(n,EPO(p)) is calculated differently depending
on the configuration of reporters and voting strategies.

We evaluate the correctness of the oracle by comparing
the probability of correctness with the number of reporters
depicted in Figure 4. Assuming all reporters are honest, if a
low number of reporters is expected then only queries with
widely accepted answers are likely to be decided correctly.
However, even if a query is highly contentious (with w near
but not equal to 0.5), the oracle will eventually converge on
the EPO(p) with high probability provided there are enough
reporters.

2) Expected Rewards for Honest Voting: As mentioned ear-
lier, a reporter is rewarded only when they are part of the
majority. They are penalized if they are in the minority. In
cases of a tie, neither rewards nor penalties are applied.
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TABLE VI: Summary of β values for pure strategies in
response to honest reporting

Name Strategy Function β

Honesty σi(POi) = POi > 0.5, Lemma 2
Lying σi(POi) = ¬POi < 0.5, Lemma 2

Always True σi(POi) = True 0.5, Lemma 3
Always False σi(POi) = False 0.5, Lemma 3

Suppose that reporter i with strategy σi is one of n reporters
on p, and that p and p′ are the antithetic questions (i.e., they
were submitted together). The probability that reporter i is in
the majority on p, denoted by PMaj , is equal to the probability
that at least bn−12 c other reporters agree with them:

PMaj = (βip)M(n−1, EPO(p))+(1−βip)M(n−1,¬EPO(p))
(15)

PTie, the probability that a tie occurred, is the probability
that exactly n

2 reporters voted according to the EPO(p) and
is calculated differently depending on the configuration of
reporters. Finally, PMin, the probability that reporter i is in
the minority, is simply that probability that they were not in
the majority and that there was no tie:

PMin = 1− PMaj − PTie (16)

For a voter to be rewarded or penalized, the oracle outputs
denoted by u and u′ for a query with questions p and p′

should converge to different answers.

P(u6= u′) =M(n, True)M(n′, False) +M(n, False)M(n′, True)
(17)

Combining both equations 15 and 17, we can compute the
probability that i receives a reward/penalty:

PRew = PMaj · P (u 6= u′)

Similarly,
PPen = PMin · P (u 6= u′)

Finally, if the reward size is g and the penalty size is h, then
a reporter’s expected payoffs are gPRew − hPPen.

3) Expected Rewards for Lazy Reporting: The previous sec-
tion shows that honest reporting provides for positive expected
payoffs. The main challenge for any oracle protocol is to
disincentivize lazy reporting. In the lazy case, it is clear to
see P (u 6= u′) ≈ 0. This forces expected payoffs to also
be zero, which causes lazy reporting to be less efficient than
honest reporting.

4) Honest Nash Equilibrium: Now we show that honest
reporting is a Nash equilibrium. First, we enumerate the pure
strategies available to a reporter, and consider the βp values for
each one (summarized in Table VI). Assuming that POi is the
only input signal to the strategy function σi, then all strategies
can be expressed as a mixture of these pure strategies. We then
argue that the pure honest strategy has a strictly higher βp,
which implies strictly higher expected rewards. Thus, since
the pure honest strategy is a best response to pure honest
strategies, honesty is a Nash equilibrium.

Lemma 2. In a scenario where all other users are honest,
honest reporting has an expected βp > 0.5 for an arbitrary

reporter i with no information about the PO of other re-
porters. Additionally, lying has an expected βp < 0.5 for such
a reporter.

Proof. First, note that by definition of EPO(p), it must
always be the case that P (Γ = EPO(p)) ≥ 0.5 when all
reporters are honest. The only circumstance in which P (Γ =
EPO(p)) = 0.5 is an extreme case where P (Γ = T) = 0.5
(i.e., the EPO is unknown). Assuming most submitters ask
questions which have an answer, it is reasonable to conclude
that P (Γ = EPO(p)) > 0.5. This means that from the
perspective of a specific reporter i with incomplete information
about the PO of other reporters, P (POi = EPO(p)) > 0.5,
and so βp > 0.5 if i reports honestly. Additionally, if an
honest reporter has probability z of reporting the EPO(p),
then a lying reporter has a probability 1 − z of reporting the
EPO(p) and thus βp < 0.5.

Lemma 3. In a scenario where all other users are honest, lazy
reporting has an expected βp of 0.5 for an arbitrary reporter
i with incomplete information.

Proof. If submitters act honestly, then we can conclude they
are creating an equal number of True and False queries, im-
plying P (EPO(p) = T) = 0.5. Thus, on any particular query,
a reporter always votes True (or False) has a probability of
0.5 of reporting the EPO(p), which implies βp = 0.5.

Theorem 4. Honest reporting is a Nash equilibrium.

Proof. By Lemmas 2 and 3, the pure strategy of honest
reporting has a strictly better expected βp than the pure
strategies of lying and lazy reporting. This means that no
mixed strategy can achieve a greater expected βp than honest
reporting. Since expected payoffs increase monotonically with
increasing βp, honest reporting is a strictly best response in a
scenario where all other users are honest.

C. Discussion

In this subsection, we discuss the trade-offs with both versions
of the protocol. In the base protocol, submitters do not need
any prior knowledge of the responses for queries as there is
no requirement for the questions to be antithetic. The only re-
striction is to provide questions related to binary markets. This
constraint also becomes a significant factor when considering
the rate at which queries get posted to the oracle. There is
only a limited number of queries a submitter can handle at a
time. Also, in the future, with the simplified query structure,
the submitter role can be automated using natural language
processing or artificial intelligence tools.

On the other hand, the simplified version of the protocol
induces inherent balance in the queries without which there is
a possibility that one of the certifier reward pools (either RT

or RF) can get disproportionately large, possibly incentivizing
certifiers to vote dishonestly on future queries. Removing the
role of certifiers makes it a simple interface for reporters
to participate in the process. The proposed protocol is most
effective for scenarios in which voters are able to answer
any proposition, and sufficiently many voters are available to
answer. As indicated by Figure 4, the ideal scenario would
have at least 10-20 reporters per proposition in order to achieve
strong incentives for voter honesty and a high probability
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of correctness, depending on the level of agreement among
the reporters. It is also important to note that our oracle
model involves several idealizations in order to lend itself
to a more tractable analysis. In particular, by assuming that
a voter’s strategy σi depends only on POi, we implicitly
disregard strategies that make use of information contained
in the proposition itself. For instance, a voter may try to
guess which of the queries p and p′ is the positive statement
and which is the negation, and always vote True on the
positive and False on the negation. If voters are able to guess
correctly with high probability then this strategy can be a Nash
equilibrium with large payoffs. However, in many scenarios it
is possible to construct proposition statements in such a way
that guessing accurately is extremely difficult.

V. DESIGN AND IMPLEMENTATION

This section outlines a prototype design of the proposed proto-
col. We selected Ethereum [10] as the underlying blockchain
for our prototype. By building on top of Ethereum, inte-
grating key decentralized technologies, the application be-
comes a user-friendly ecosystem that increases the adoption
of blockchain technology as a whole. The main reasons for
selecting the Ethereum as a code base are its flexibility, its
open-source nature and the overall availability of client API
implementations.

A. High-level Architecture

We present the basic components for the prototype in Figure
5. Our design introduces three main components: a web-based
user interface through which users like submitters/reporters
interact with the oracle, a middleware consisting of an off-
chain database, load balancer and back-end API, and an
Ethereum client. These components have been executed on
servers, combining to create a coherent distributed system.
Any provider back-end and user interface implementation can
participate in the system through our smart contracts.

1) Web-based user interface: Frictionless user interaction was
a big focus for our development efforts. The user interface
portal facilitates the submission of queries and viewing the
oracle outcome. In addition, a notification service broadcasts
events to appropriate users. The notification service is used to
alert submitters after their query moves to a completed state
and reporters are notified once the oracle is ready to distribute
rewards.

2) Middleware: We constructed multiple utilities, bundled as
a middleware, to facilitate the system’s operation. Middleware
abstracts the communications with the blockchain and exports
a function-call API. The user interfaces can thus avoid the
hurdles of working directly with the blockchain. One such
hurdle is verifying that each sent transaction is accepted with
high confidence by the network. The middleware handles
uncertainties of when transactions are mined and deals with
cases when they are discarded. Middleware interacts with an
Ethereum client to excercise low-level formatting and parsing
of the Ethereum protocol.

Fig. 5: High-level Architecture

3) Ethereum Client: This component implements the full
functionality of joining and participating in the Ethereum
blockchain network. This handles a broad set of tasks, such
as connecting to the peer-to-peer network, encoding and
sending transactions and keeping a verified local copy of the
blockchain. For our prototype implementation we use Geth
and Web3 client.

We implement a service to locate all of the relevant contracts
using address lookup. This service runs continuously within
the client to monitor real-time changes to the smart contracts.
In the event of an update, the service signals the middleware
to issue a user notification and, if necessary, sync the local
database.

B. Data-flow and Smart Contract Structure

Indicated in Figure 6 is the direction of data flow in our system
architecture. Data is entered into the blockchain starting from
User Interface (UI) on the left. As shown in the diagram, data
is also shared back to the users from blockchain. Middleware
which includes the back-end library and the off-chain database
supports in persisting the data transfer to and from blockchain.

To implement all the functionalities of our protocol, the
system is structured on the blockchain by implementing four
contracts. In Figure 6 we illustrate the contract structures
and relationships. We coded our smart contracts in Solidity
using Remix, a website that has a compiler to test contract
functionality.
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Fig. 6: Data-flow and Smart Contract structure

1) Membership Contract (MC): This contract maps the partic-
ipant identification strings to their Ethereum address identity
(equivalent to a public key). We intentionally use strings rather
than the cryptographic public key identities directly, allowing
the use of an already-existing form of ID. Instructions coded
into the contract can regulate registering new identities or
changing the mapping of existing ones. MC also identifies
users by two types: submitters and reporters.

2) Submissions Contract (SC): This contract holds a list of
references to the submissions, representing all the queries
posted by a particular submitter. It also persists information
regarding the bounty and duration for a query. SC implements
functionality to enable user notifications. Each submission
stores a status variable, indicating whether the submission
is pending or completed. SC refers to MC for submitter
identification.

3) Ballot Contract (BC): BC is one of the crucial contracts
in our prototype. It holds the functionality required to arrive
at an outcome. Based on the voting and staking information
available, this contract sets the status of a query in SC.
Reporters submit their response via BC. BC interacts with

MC in order to obtain voters and submitter information.

4) Rewards Contract (RC): We isolated rewards and penalty
functions into a separate contract to enable easy upgrades or
fixing of any future issues. As soon as BC updates the status
of a submission, methods in RC are used to distribute rewards
based on the outcome of the voting. RC maintains the Reward
Pool which is the total amount of stake collected from the
reporters.

C. Discussion

An implementation of the detailed architecture can be executed
on a local PC or even a mobile phone. The local databases of
these hardware tools can be one of many lightweight database
implementations. The databases can function merely as cache
storage of the user data. Missing data can be retrieved from the
network at any time by following the Submissions Contract.

The prototype discussed in this section was built on a local PC
environment. The user interface was made using the React
framework and Sass styling, while we used Sketch for
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Fig. 7: Tools used in Prototype Implementation

creating the wireframes. The whole middleware component
of our architecture was implemented using NodeJs. As to
the Ethereum interactions, we used the Truffle tool suite
extensively. Smart contracts were coded using RemixIDE and
we used built-in verification enabled in the same tool for
unit testing. Further, Ganache and Heroku were utilized
to deploy the application. Lastly, for project management and
source control we used Asana and github. A summary of
tools used can be found in Figure 7.

VI. COMPARISON WITH PRIOR ART

Now, we discuss existing oracle solutions to analogize the
requirement for our decentralized oracle. Oraclize [15]
retrieves data from any data source and publishes it to a
blockchain smart contract along with a verifiable crypto-
graphic proof. But the data is provided to the blockchain
by a centralized server that handles requests for off-chain
information. TLSnotary [16] and TownCrier [17] attest to
facts on websites accessed using Hyper Text Transfer
Protocol Secure (HTTPS) protocol cryptographically.
The assumption here is that any information exchanged over
TLS (Transport Layer Security) is checkable, and it doesn’t
guarantee that all users will see the same information at all
times. Further, they both use the Intel SGX (Secure Guard
Extensions) [18] hardware in order to protect the attestations
against malicious actors, e.g., against malware running on the
attesting system. This system is highly effective, so long as
users trust that the underlying hardware does not contain back-
doors or exploits [19, 20]. ChainLink [21] aims to provide

a cross-chain portal to internet-available information, i.e., data
available on websites, through their centralized system. All
three protocols, Oraclize, TownCrier and ChainLink
violate the permissionless property of a decentralized oracle
that is a desired property to which the proposed system
described here adheres.

Augur [22], a crowdsourced prediction market place, allows
internal token holders to predict or dispute the outcomes in
a multi-phase procedure. Users of this platform are required
to use native platform tokens in order to report predictions
to the oracle. Members do not have the flexibility of moving
in and out of the markets at their will, which would restrict
the usability of the ecosystem. For example, a user chosen
as a Designated Reporter cannot drop out of voting on their
choice, upon which they will be penalized. Also, in case of
a fork, the burden rests with users to make decisions as to
which branch of Augur they would prefer to move all of their
earned currency to. Both of these issues hinder the usability
of their decentralized oracle.

An important feature of our proposed extension protocol is a
re-balancing of incentives. A submitter receives a penalty for
creating an imbalance of EPO(p) = T and EPO(p) = F
queries. Additionally, we are able to reduce the size of penal-
ties without sacrificing incentive compatibility. The simplicity
of the new protocol is also advantageous. It is not enough
that a protocol guarantees optimal rewards for honesty; its
users must be convinced of this fact. Otherwise, they may act
according to an incorrect belief that a dishonest strategy is
optimal. Furthermore, a simpler protocol exhibits a simpler
formal analysis. While making fewer assumptions, stronger
guarantees are proven, and extensions or critical adjustments
to system parameters are easily evaluated.

The proposed protocols are most effective for scenarios in
which voters are able to answer any query, and sufficiently
many voters are available to answer. As indicated by Figure
4, the ideal scenario would have at least 10-20 voters per query
in order to achieve strong incentives for reporter honesty and
a high probability of correctness, depending on the level of
agreement among the reporters. It is also important to note
that our oracle model involves several idealizations in order
to lend itself to a more tractable analysis. In particular, by
assuming that a reporter’s strategy i depends only on POi,
we implicitly disregard strategies that make use of information
contained in the query itself. For instance, a reporter may
try to guess which of the queries p and p′ is the positive
statement and which is the negation, and always vote True
on the positive and False on the negation. If voters are able
to guess correctly with high probability then this strategy can
be a Nash equilibrium with large payoffs. However, in many
scenarios it is possible to construct query statements in such
a way that guessing accurately is extremely difficult.

VII. ADDITIONAL IMPLEMENTATION DETAILS

In this section, we provide some additional improvements that
could be included in an implementation of the decentralized
oracle.

A. Voting Pools and Threshold Signatures

Both protocols proposed require a large number of reporters
to submit their votes in order to achieve correctness up to
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95% as shown in Figure 4. This would in turn mean that
there will be huge increase in the number of transactions
to submit votes. In general, most of the public blockchain
platforms have associated transaction fees [23]. Submitters
would have to consider this additional cost when posting the
bounty amount and make sure it is large enough to offset the
fees a reporter must pay. Below, we describe a method to
reduce costly transactions while not significantly lowering the
oracle’s correctness.

A voting pool is like a community consisting of a leader and
a number of subscribers. The subscribers can answer queries
posted by the leader, who is the one directly communicating
with the decentralized oracle. Once answers are submitted, the
leader has the control on which answers are to be used and
can decide how to disburse the rewards obtained.

1) Perks of being a Leader: A leader can instill several tech-
niques that could help evaluate and improve the correctness
of their pool. For example, a leader could perform some
initial tests on their subscribers with known queries to level
their expertise on the topic or could send the same query to
a subscriber multiple times to judge their consistency. With
these kinds of mechanisms in place, the leader could increase
the overall correctness of their pool which would grow their
rewards and yield higher expected payoffs to its subscribers.

2) Subscriber Advantages: As an individual user on a public
blockchain, the responsibility of securely maintaining an ac-
count rests on the users themselves. Instead, subscribing to a
pool service would present a user with a simplified interface.
This will also alleviate the requirement for the reporter to post
a bond and removes the need to pay transaction fees. Similar
to a mining pool [24], participating through a voting pool can
lower the risk of high volatility in rewards. In some cases, an
honest reporter can lose several rounds at a stretch and if they
run out of funds, that would no longer enable them to post the
necessary bond in order to continue participating.

3) Threshold signatures: In the above mentioned “basic”
voting pool mechanism, there are two specific problems that
needs to be highlighted. First, as mentioned above the leader
has complete control on which answer they can propose to
the blockchain. This would mean that subscribers are to place
unconditional trust on the leader and expect positive payoffs.
Whereas, the leader can even utilize the staked deposits for
their own benefits and show negative returns to avoid payoffs
to the subscribers. Second, each query will receive a single
vote from the voting pool irrespective of the number of
subscribers that are submitting their votes. Other than using
the stake amount there should be a way to prove the count of
voters on the blockchain without increasing the transactions
that are to be committed.

One way to secure the voting pools process is by using
distributed Schnorr Signatures as this scheme has been proved
secure and unforgeable in [25]. Using this scheme, a secret
key is shared between all of the subscribers. To produce a valid
signature for the transaction at least t subscribers need to sign
using the shared secret key. This also secures the system from
an attack by t − 1 subscribers and the leader by themselves
cannot sign the transaction as well. On-chain, the signature
can be verified to attest for the count of subscribers who have
voted for the query. In [26], a similar Schnorr-like signature
scheme is used with reduced gas cost around 15k, including

the input parameters, which is feasible to verify in Ethereum
and its programming language Solidity.

4) Advantages for the Decentralized Oracle: First, the number
of transactions is significantly reduced, which in turn lowers
the cost to submitters. Second, though fewer participants are
interacting directly with the oracle, each of them potentially
has a much higher βip parameter. As shown in Figure 4 the
oracle needs only a small number of reporters provided β is
large enough.

B. Reputation and Adjudication systems

In our present model, we do not consider any feedback from
the submitters on how satisfied they are and also, currently
there is no way for the submitters to dispute the outcome of the
voting process. Voters on the other hand are not incentivized to
participate in such a feedback/dispute process once the payoffs
have been distributed. Introducing a reputation score for all
the participants in the system i.e., both voters and submitters
would definitely add value to the decentralized voting process.

1) Bootstrapping Calculation of Reputation Score: Over the
past years, research in reputation mechanisms has identified
various models [27] that can be re-used for our decentralized
oracle. We could employ a scoring where in any new user
in the system starts with an initial score for reputation and as
they participate in multiple instances of voting their reputation
would increase or decrease based on the voting outcomes.
Also, we can do Bayesian update on the prior reputation
score to calculate a new score after each round of voting is
completed. Additional incentives in terms of payoffs could be
provided to voters depending on their reputation score.

2) Dispute Resolution: In a case where a submitter is not
satisfied with the response from the oracle or he is able to
provide with some proof that the outcome received may not
be correct, the submitter can request for a re-evaluation of the
voting process. This can be done in multiple rounds until a
concrete resolution has been arrived which is agreed upon by
both submitters and voters. A similar methodology has been
implemented in Augur [22].

We do not cover the detailed analysis on reputation mechanism
as it is out of scope of this paper and can be explored as future
work for the proposed decentralized oracle.

C. Sealed Votes

To ensure the security of the oracle it is necessary for votes
to remain secret until propositions are closed. One reason
is to prevent voters from simply tallying existing votes and
choosing to agree with the current majority (instead of hon-
estly reporting their private beliefs). One popular method for
sealed voting is a cryptographic commitment scheme [28].
When placing a vote, a reporter sends Hash(v, r) where v
is their vote and r is a privately chosen random number.
Once a proposition is closed, the reporter reveals v and r,
allowing the oracle (and any other participants) to verify that
the reporter committed to this vote. Unmodified, this scheme
is not enough for the set purposes. An attacker could replay a
vote, a reporter could choose to never reveal their vote, or a
reporter could publicly announce their vote before the query
closes. We propose the following techniques for dealing with
these issues:
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1) Replay Attacks: This is easily prevented by extending the
committed information. When a reporter places a vote, they
should send Hash(v, p, r) to show that they answered v on
query p. Additionally, when tallying votes on a particular
query, commitments with identical r values should be ignored.
This removes the possibility of a sealed vote being valid in
more than one context.

2) Voter Never Reveals: This scenario could take place when
a reporter is trying to avoid receiving penalties. For example,
they could place a number of both True and False votes on
a query and selectively reveal only the votes which will earn
rewards. In order to prevent this, we should require reporters
to post a bond which is larger than the maximum penalty. If a
reporter disagrees with the majority, they will still regain some
fraction of their original bond; if they do not reveal their vote,
they forfeit their entire bond. This ensures that revealing votes
is incentivized.

3) Premature Revealing: Finally, a reporter may reveal their
vote before a proposition is closed. Recall that sealed votes
were desired in order to prevent new reporters from simply
copying the majority of existing votes. One way to disincen-
tivize this behavior is to allow users to report one another for
doing so. For instance, if a user can prove that they know
a vote placed by reporter i (by producing the correct v, p,
and r parameters) then they can be rewarded with a large
fraction of the original bond posted by i. A portion of the
bond should also be discarded in order to disincentivize users
from reporting themselves at zero cost (effectively canceling
their vote).

D. Random Numbers

Introducing randomization for reporters when selecting the
queries has the effect of evenly distributing the reports over
all queries, and makes it more costly for a reporter (or group
of reporters) to collude and force the output for a single query.

Substantial study has been done on randomization in decen-
tralized blockchain platforms, as all users must agree on the
exact same random number (implying that its selection must
be deterministic) and yet they must not be able to predict
or manipulate it. A popular method for accomplishing this
uses a RANDAO [13]. This technique is executed in two non-
overlapping phases: the committing phase and the revealing
phase. In the committing phase, users send hashes of privately-
generated random numbers. In the revealing phase, the users
reveal their private numbers, which are combined into a final
result. This ensures that users cannot predict the output during
the commit phase (though they can influence it) and that they
cannot influence the output during the reveal phase (though
they can predict it).

Although this technique guarantees that no user can predict or
predictably influence the output, it does not guarantee liveness
(e.g., users could choose to never reveal their commitments).
Pragmatically, a RANDAO can choose to end the reveal phase
once a certain quorum is met, at the cost of reduced security.

Note that an oracle could efficiently use both sealed votes
and a RANDAO by combining the two techniques. The rew
values used for sealed votes can be re-purposed as the basis
for random number generation.

VIII. APPLICATIONS

Imparting the ability to confirm external facts with the use of
a decentralized oracle into smart contracts will give rise to a
considerable increase in practical applications for blockchain
systems. This section gives an overview of candidate use cases
based on the proposed protocols.

A. Machine Learning and Data Annotation

Traditional prediction marketplaces survive on annotation and
labeling of huge amounts of data [29]. Various incentive
structures exist for current crowd-sourcing platforms, which
expend efforts from individuals to perform human intelligence
tasks [30, 31]. Lack of reliable compensation mechanisms has
affected the quality of labeling in this industry [32]. There
is no way to determine the correctness of the information
provided by these platforms. A decentralized oracle that can
incentivize honest workers and enrich trusted, reliable data
labeling will potentially reduce the costs and improve quality
of these existing solutions.

B. Data Availability

A core issue for decentralized applications using off-chain
resources [33] is the data availability problem [34]. Chances
of intermittent downtime of these systems (e.g., an off-chain
platform is unavailable) affect the essence of decentralization.
Our proposed protocol can also be used as a data availability
oracle for all such applications.

C. Adjudication Mechanisms

Negotiations between parties that require an adjudication
mechanism can instead use a decentralized oracle. In this case,
the oracle will essentially serve as a public jury. Decentralized
applications that deal with real-world resources, such as legal
agreements, transfers of assets, griefing behavior in on-line
games, token-curated registries, etc., can make use of this
system.

IX. CONCLUSION

This work proposes two novel crowdsourced protocols for a
decentralized oracle. Depending on the version of the protocol,
submitters post queries (antithetic queries if the simplified
protocol is used) into the system, while reporters (or certifiers)
answer the queries by placing a certain amount of monetary
stake. Depending on the reporting outcomes calculated by the
oracle, rewards and penalties for all users are assessed. We
analyze the game theoretical structure, oracle correctness, and
reporter payoffs in an honest voting scenario and show the
existence of an honest Nash equilibrium for both versions
of protocol. The base protocol introduces a high confidence
voting process which involves both reporters and certifiers,
while the other version provides a simplified version of the
base protocol in order to avoid the complexities involved in
implementing certifiers. Both protocols provide the same level
of security guarantees required by blockchains. We suggest
that the choice of the protocol should be made based on the
required complexity and also the number of participants in
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the system. In case of large pool of voters, the simplified
protocol would be efficient. The base protocol could be used
when there are enough risk-seeking participants. We present a
detailed architecture that could be implemented on Ethereum
blockchain. Additionally, we specify a number of features
which can increase the cost to force an outcome, reduce
transaction costs and provide pseudo-random number gener-
ation, and allow for secret voting on a public decentralized
blockchain platform. In the future, we plan to test the prototype
in a real-world environment. This would allow for empirical
analysis of performance and costs so to confirm the theoretical
analysis presented in this paper. Additionally, we plan to adapt
the architecture so that varied blockchain networks can use
the application. We further plan to extend the smart contracts
to include a factory design pattern in order to incorporate
upgradability.
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